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Abstract

The CubeSat class of nanosatellites has lowered the barrier of entry to space and
has rapidly gained popularity in recent years. The lower development cost, small
form factor, and reuse of commercial off-the-shelf components makes the CubeSat
form factor an ideal platform for University teams, where budget and development
time are extremely limited. To successfully design a CubeSat system in a rapid cycle
conducive to academic timelines, a Reference Architecture geared towards University
CubeSat development would be helpful. A Reference Architecture would speed up the
development process by providing a template, capturing previous work and lessons
learned from subject matter experts, providing a framework to focus on the CubeSat’s
design rather than the fine details of modeling software. A Reference Architecture
can also add functionality that student teams could use and improve over time, such
as pre-built analysis functions and a library of components to choose from. This
thesis presents a CubeSat Reference Architecture designed to meet these needs and
explores its unique features, diagrams, and custom libraries. The CubeSat Reference
Architecture was validated by relevant course instructors and is being used by a cohort

of students in the Spacecraft Design Sequence at AFIT.
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A REFERENCE ARCHITECTURE FOR RAPID CUBESAT DEVELOPMENT

I. Introduction

1.1 General Issue

Designing a spacecraft is a daunting and complex endeavor. Due to the nature
of space launch, most spacecraft only get one chance at success, and spacecraft can
take many years and millions of dollars to develop. As such, modeling, simulation,
and testing are vital for a space vehicle program’s success, and finding new ways to
mature technologies and flight test them can improve this process. The CubeSat-class
of nanosatellite can help by providing a cost-effective platform to mature technologies
or even perform operational missions as part of a CubeSat constellation. This thesis
attempts to assist design teams in rapidly developing and prototyping these CubeSat
designs.

Dr. Will Roper, the former assistant secretary of the Air Force for acquisition,
has emphasized the need for a faster acquisition cycle and for bolder ideas. During
the Air Force Association’s Air, Space and Cyber Conference in 2019, Dr. Roper said
“To become a more competitive acquisition system, the Air Force needs to be aware
of trends in technology. The world is changing. We have to change with it. The
key is to decide which technology will be successful and being able to act on those
trends with a system that is leaner, meaner and faster than our opponents.” [I] In
the space domain, CubeSats are that latest technological ”leaner and meaner” trend,

and the US Air Force and Space Force are embracing it. Additionally, CubeSats are



becoming increasingly popular in the commercial sector around the world, with the
number of CubeSat launches increasing year over year.

To support research in this CubeSat domain, the Air Force Institute of Technology
(AFIT) has a space vehicle design series of courses that guides students through the
Systems Engineering process using a satellite system. Starting with a set of mission
objectives, the design teams perform trade studies, generate requirements, design
the CubeSat system, and perform verification and validation of those requirements
with physical components over the span of three courses. This process mirrors the
real-world development process, but on a much faster timeline.

As design teams begin the development process of a CubeSat, there can be a
steep learning curve. Many engineers are not familiar with Model-Based Systems
Engineering (MBSE) tools or methodologies, and teams need to start their designs
from scratch. Reference Architectures exist in other domains to capture best practices
and provide a starting point for new systems, so this thesis attempts to develop
and demonstrate a Reference Architecture for the CubeSat domain. By providing
CubeSat designers with a template, including automatically generating tables and
documentation, they can focus more on the design and less on learning how to use
and organize the complicated model. Additionally, by providing a component library
to use and pre-built analysis tools using those components, they can build off previous
successful designs and rapidly simulate candidate solutions. Thorough documentation
and guidance included in the Reference Architecture will also increase standardization

amongst the team.



1.2 Problem Statement

There is a need to capture prior knowledge and accelerate learning to allow design
teams to rapidly develop, simulate, and test CubeSat designs and generate traditional

documentation, all from one MBSE tool.

1.3 Scope

This research was primarily intended to aid student design teams in a University
setting, and AFIT’s space vehicle design series of courses is an appropriate test-bed
for this. AFIT’s first space vehicle design course teaches and implements MBSE for
stakeholder analysis and requirements generation; however, the following courses do
not continue the use of the model for the actual design and implementation of the
CubeSat. The goal of this research is to create a useful Reference Architecture to aid
students in designing the physical satellite and tracing system requirements down to
the component level. This Reference Architecture should be useable even by users
not so familiar with MBSE, and it should assist with the system-level review process
including Critical Design Reviews, Test Readiness Reviews, etc. Even though AFIT
students will be the first users of this Reference Architecture, it is generic enough to
be used for any team wishing to develop a CubeSat program from the ground up. It
has all the functionality needed to develop requirements, design the physical system,
and perform basic simulations. It also features helpful resources like a component
library to assist with the physical design and document generators to create tailored
stakeholder documents from model elements. This CubeSat Reference Architecture
is intended to model the CubeSat system, with only minimal modeling for external
systems such as the ground stations. Ground station characteristics are necessary for
some communications analysis, so some basic ground station modeling is included,

but the ground station is not the system of interest. Other external systems, such as



the launch vehicle, are also included just to document interactions as needed, but are
not extensively modeled.

A Reference Architecture offers a baseline template for students to build from,
using lessons learned from past projects and creating the framework to streamline
the design process. A large effort of this research was focused on creating a generic
model with default component specifications throughout. This was intended to spark
ideas in the brainstorming process for students and aid in system analysis. Another
component of this research was creating basic analysis capabilities within the model,
allowing students to tweak component specifications to see how those changes affect
overall capabilities and requirements. Additionally, the model traces the analysis to
template requirements that future teams will tailor for their unique projects. This
allows for rapid simulations of key performance parameters or measures of effective-
ness for the system. Additional work is being done using this Reference Architecture
for more in-depth state analysis and integration with Systems Tool-Kit (STK) and
MATLAB, so it’s critical to form a robust baseline to build off of.

In order to test the validity of the tool, examples of this Reference Architecture
will first be demonstrated to the relevant course instructors to show how it could be
used by students. Feedback will be incorporated into the model before being used by
future classes. Additionally, a comprehensive how-to guide and modeling style guide

will be provided to students to walk through the process using a generic design.

1.4 Research Objectives and Questions

In an effort to improve this rapid-prototyping environment, this thesis demon-
strates the usage of a new Reference Architecture to guide CubeSat design teams
through the whole design process, hopefully speeding up the process and improving

the quality of designs in the end. The first usage of this Reference Architecture will



be the AFIT space vehicle design series, but the Reference Architecture should be

useful to any CubeSat design team as a starting template.

The research objectives are:

1. Create a practical and useful Reference Architecture for rapidly-prototyping

CubeSat designs.

2. Create easy-to-use document generators that use model elements to generate

traditional system level review documentation.
3. Present this Reference Architecture to AFIT instructors for feedback.

4. Lay the groundwork for future analysis work with STK and MATLAB integra-

tion for more comprehensive mission analysis using model elements.

The research questions are:

1. What are the tools necessary to perform mission modeling using model-based

systems engineering?
2. What viewpoints are most useful to common stakeholders?

3. How can useable documentation be generated from only model elements, keep-

ing the source of truth within the model?

4. What needs to be done in the model to allow for external tools (STK, MATLAB,

etc.) to interact with the MBSE tool?

5. Can cloud-based collaboration improve the MBSE design process for interdisci-

plinary teams?



1.5 Assumptions and Limitations

There are of course some limitations to this research. The first is limited standard-
ization amongst the CubeSat community. This thesis is based on how AFIT teaches
MBSE and how AFIT names subsystems, requirements, and documents. Other design
teams may have vastly different practices and conventions, limiting how useful the
Reference Architecture may be without tailoring. Second, this Reference Architecture
uses Cameo Systems Modeler, a tool that might not be available or desired by users.
Third, the Reference Architecture is sensitive to major organizational changes. If a
user wishes to make drastic changes away from the provided structure, some analysis
or document tools may need to be updated or they will not be useful. Finally, the
analysis portion of this Reference Architecture is only useful for initial verification
and validation of requirements, but does not replace more in-depth and robust anal-
ysis. This tool can help rapidly prototype and determine feasibility, but would not

suffice for final design approval.

1.6 Approach

This Reference Architecture will use No Magic’s Cameo Systems Modeler as the
primary modeling tool. Cameo Systems Modeler was chosen as the modeling tool
due to its common usage at AFIT and as it is being used more commonly in program
offices in the Air Force Life Cycle Management Center. Mathworks” MATLAB will
be used for analysis as it is a commonly used program in academia and throughout
the Department of Defense, and it easily integrates with Cameo. Finally, Apache’s
Velocity Templating Language (VTL) will be used to generate documentation from
the model elements. These tools will be used to develop a Reference Architecture

that will be tested by students and then demonstrated to AFIT faculty for feedback.



Once the Reference Architecture is accepted by the faculty, it will be used by students

in the design course sequence and improved from then on.

1.7 Preview

The thesis follows a five-chapter format. Chapter [[| presented the general issue,
listed the research goals, provided the scope and general approach of this research,
and listed assumptions and limitations. Chapter [[I] provides a background on the
current Reference Architectures in the CubeSat domain and how other Reference
Architectures are being used in other fields. Chapter [[TI] describes the methodology
used to address the problem statement and complete the research objectives. Chapter
V] details the resulting Reference Architecture and accompanying analytical tools.
Chapter [V]summarizes the contributions and limitations, and describes areas of future

research to further refine and evolve the Reference Architecture’s usefulness.



II. Literature Review

2.1 Overview

The purpose of this chapter is to highlight the current state of Reference Architec-
tures, including some recent work in the CubeSat domain. To understand the context,
this chapter will start by describing the CubeSat domain and the need for a CubeSat
Reference Architecture. This chapter will also define key terms and explore gaps in
the existing CubeSat models. Reference Architectures in the CubeSat domain are
still a relatively new endeavor, but Reference Architectures in similar domains will

be discussed to learn lessons from those models as well.

2.2 CubeSats

As launch service providers continue to offer more ride-sharing opportunities, ac-
cess to space has never been more available or affordable for small satellites. The
nanosatellite size (1-10 kg) has exploded in popularity over recent years [2], and
among that size class, the CubeSat has become the de facto standard, as shown in
Figure [Il A CubeSat is a sizing standard defined in 1999 by California Polytechnic
State University and Stanford University’s Space and Systems Development Labora-
tory (SSDL), with a basic "1U” unit being 10 cm x 10 cm x 10 cm and a mass less
than 1.33 kg [3]. A 1U CubeSat is shown in Figure [2| for reference, and CubeSats are
defined by how many of these 1U cubes they contain. For example, a 3U CubeSat
is three 1U cubes together, and a 6U CubeSat is six 1U cubes combined, as shown
in Figure [3l Figure [] shows the distribution of sizes, with 1U, 3U, and 6U being
the most commonly launched sizes [2]. This standardized sizing framework allows for
rapid prototyping with common chassis and common dispenser mechanisms, and this

drives down the cost of research and development for these CubeSats. CubeSats also



routinely use Commercial Off The Shelf (COTS) components to further drive down
development costs. To assist design teams, California Polytechnic Institute publishes
these CubeSat Design Specifications for 1U-3U CubeSats and for 6U CubeSats [3],
and NASA publishes a helpful developer’s guide called the ”CubeSat 101" [4].

Total Nanosatellites & CubeSats Launched

WWww.nanosats.eu

1400 =@=Nanosats launched incl. launch failures 1417
=@= CubeSats launched incl. launch failures
1300 CubeSats deployed after reaching orbit 1312 1302
Nanosats with propulsion modules
1200 CubeSats launched in total units 1200

1100

1109
1000
900
800
700
600
500

Running total of satellites

400
300
200
100

Figure 1. CubeSat Launches



Figure 2. 1U CubeSat Example

Figure 3. 6U CubeSat Example

10



Nanosatellite types

WWW. eu

0.25U CubeSat 61 22%
0.5U CubeSat
1U CubeSat 383 139%
1.5U CubeSat
2U CubeSat 174 63%
3U CubeSat
3.5U CubeSat
4U CubeSat
5U CubeSat
6U (1x6U) CubeSat
6U CubeSat
8U (4x2U) CubeSat
8U CubeSat
12U CubeSat
16U CubeSat
Other nanosats (1-10 kg)
PocketQube
TubeSat

ThinSat |§ 13 05% I Launched
Other picosats (0.1-1 kg) 3513% [ Not launched

1188 43.1%

0 100 200 300 400 500 600 700 800 900 1000 1100 1200

Figure 4. CubeSat Sizes

A primary benefit of the CubeSat standard is the lower cost of both the satellite
hardware and launch costs. The cost of failure for a CubeSat is orders of magnitude
lower than for a large, exquisite satellite, so CubeSats offer a proving ground for
maturing technologies and educating engineers and scientists. A traditional satellite
requires a dedicated launch vehicle, a distinct payload adapter, and millions to bil-
lions of dollars in research and development. By contrast, a CubeSat might only cost
$100,000 to $500,000 in research and development costs, and the launch cost can be
less than $1 Million [5]. Perhaps even more valuable than the reduced cost is the
ability to flight test articles in the space environment to iterate and mature technolo-
gies. Many materials, sensors, and other components have been matured through
CubeSats. For example, the Air Force Academy’s FalconSat-7 was designed to record
data on a polyimide photon sieve and determine its imaging performance before being
used in future operational satellites [6]. Their previous mission, FalconSAT-6, was

designed to improve Hall Effect Thruster (HET) technologies and low power commu-

11



nication options [7]. CubeSats are an ideal research platform, so it makes sense that
Universities launch a significant percentage of total CubeSats, as shown in Figure [f]
followed by companies seeking to capitalize on this lower-cost launch capability. Fig-
ure [6] shows the drastic increase in new companies developing CubeSats, highlighting

the increased relevance of this small satellite size [2].

Nanosatellite launches by organisations WWW.nanosats.eu

700
I Space agency

650 | M Company
I 1ndividual
600 | M Institute
[ Military
550 Non-profit 545
School

University 468
Nanosats.eu (2020 Jan) prediction

500

450 437 435

IS
(=3
S

306

297

Nanosatellites
w
W
[=)

w
(=
(=]

250
200
150
100
5(())210274229101411225

® PP P P XX D DD D O DD
7 8 7 g g g o e Y o

Figure 5. CubeSat Development by Institution
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Founding years of companies active in nanosats since 1990 WWW.nanosats.eu
60

56 56
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(=}

() N OO XL b oo N A O NNV OHY L b AN 9 O
%&0\%%%%%%% N SIS IINIISOIO
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Year founded

Figure 6. CubeSat Companies

Furthermore, as resiliency in space becomes more important, CubeSats offer a
solution that is attracting research for military applications. As CubeSats are so small
and affordable, a mission could include many individual CubeSats as a system, or
"swarm,” to create a large constellation that drastically increases the overall reliability
and resiliency for the mission. In the private sector, a notable example is the Swarm
SpaceBee, a 0.25U CubeSat that is part of a 150-CubeSat constellation in Low Earth
Orbit (LEO), testing out global Internet of Things (IOT) tracking of ships, vehicles,
and other remote sensors [§].

Finally, Launch Service Providers are routinely offering ride-share opportunities
as secondary customers, making it much easier to launch these CubeSats in greater
numbers. SpaceX launched SSO-A in 2018 which carried 15 microsatellites (10-100
kg) and 49 CubeSats, which came from universities and other research institutes

from around the world including the previously mentioned FalconSat-6 [9]. This

13



CubeSat standard and the increasing demand for small satellites in orbit has lowered
the barrier to entry, allowing universities and small research teams to develop their
own space programs. In fact, AFIT has its own CubeSats in development, including
the ”Grissom” 6U bus, which will form the foundation for several distinct CubeSat
variations.

Due to the unique advantages that CubeSats offer for both the Department of De-
fense and for small university teams, AFIT has embraced the concept and is preparing
graduate students for future jobs in satellite acquisitions using CubeSats as the pri-
mary tool. Developing a CubeSat is a challenging task, especially for students without
industry experience, so the MBSE method is first taught to students before applying

it to CubeSat design.

2.3 Model Based Systems Engineering

MBSE is increasingly used to develop CubeSats, especially among university teams
such as at AFIT. MBSE is a Systems Engineering methodology that focuses on models
instead of the traditional document-based design approach. This section will explore
the MBSE method, language, and tools used to model CubeSats in this thesis. Before
exploring the advantages of MBSE though, a brief look at Systems Engineering in
general is warranted.

The International Council on Systems Engineering (INCOSE) defines Systems
Engineering as ” An interdisciplinary approach and means to enable the realization of
successful systems [10].” An important note is that attention must be devoted to the
entire life cycle of the system, or ”from cradle to grave.” The system, comprised of
a collection of hardware, software, people, facilities, and procedures [10], begins as
a theoretical concept in the eyes of users or stakeholders, and from that idea, needs

are defined, a system is developed, then used operationally, and finally retired or

14



disposed of. Systems Engineering is all about addressing this whole life cycle, and
there are many strategies or techniques to accomplish this task. Figure [7] shows the
traditional ” Vee” model, commonly taught and used for major Department of Defense
and NASA acquisitions [I0]. Time proceeds from left to right when reading the Vee
process and starts at the top left by defining the stakeholder’s needs. From there,
the design process moves to system-level requirements and further down to a detailed
design with subsystem-level requirements. From there, the process begins integration
and qualification activities by assembling lower level subsystem components into their
parent systems and then testing these systems, otherwise known as verification. After

verification, the system is validated and the original stakeholders begin to use the

system.
Concept Management Operations & Changes &
Exploration Plan Maintenance Updates

Concept of System Validation Strategy / Plan System
[ 3

Operations Validation

System System Verification Plan System
[< >

Requirements Verification

Subsystem Subsystem Verification Plan Subsystem

Design Verification
i Unit Test Plan
?:)ee:ii"g;and LR EEEY > Unit Testing

Component Implementation

Time

Figure 7. Systems Engineering ” Vee”

Traditionally, the Systems Engineering process used a ”document-based” ap-
proach, where documents are the primary artifacts available to stakeholders [I1].
These documents include requirement and traceability matrices, interface documents,

concept of operation documents, and other unique documents in a wide variety of for-
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mats, such as Microsoft Excel sheets, Adobe PDF documents, Microsoft PowerPoint
presentations, and digital drawings. As systems become more complex, the tradi-
tional document-based approach becomes challenging to maintain. Each document is
manually generated, so file management and version control becomes problematic. It
is difficult to know for sure if something is the current version or if it has been subse-
quently updated but located on some other file system or storage drive. Furthermore,
any changes in one document, drawing, etc., must be also made in any other document
that uses that same item. This system is prone to errors, inconsistencies, and diffi-
culties maintaining an accurate representation of the entire system. MBSE provides
a solution to these increasingly relevant problems. In MBSE, a system model rep-
resents the system and any information needed for documents can be found within
this model. The model also makes it much easier to maintain consistency. If the
modeler updates a component or interface in one area, it will be updated throughout
the system wherever it appears. Traditionally, acquisition programs reviews will still
require paper documents, but the necessary information for those can still be found
within the system model during the transition from documents to system models.

MBSE requires a modeling language, a modeling method, and a modeling tool [I1].
In this thesis, those are respectively the Systems Modeling Language (SysML), the
Object-Oriented Systems Engineering Method (OOSEM), and the Cameo Systems
Modeler tool.

SysML is a standard modeling language, which added systems engineering func-
tionality to the Unified Modeling Language (UML) that has been used extensively in
Software Engineering for decades [11]. SysML provides a language, or the definitions
and notations for nine different diagram types to describe a complex system, many
of which will be used in this Reference Architecture. SysML is expressed graphically

through those diagrams, listed in Figure |8 to show various system viewpoints. For
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example, a Block Definition Diagram (bdd) expresses system structure, and an Activ-
ity Diagram can show specific system activities. Within ”blocks”, further detail can
be expressed on an Internal Block Diagram (ibd). Further explanations will accom-
pany their respective diagrams in Chapter [[V], but for now, it’s important to know
that SysML provides the language and is built into the modeling tool, described later
in this chapter.

The modeling method is the specific methodology used to ensure important design
tasks have been accomplished and provides the general guidance, processes, or steps
for the system design. This paper will focus on OOSEM, but there are other popular
methods, such as the Weilkiens System Modeling (SYSMOD) method [12] and the
IBM Telelogic Harmony-SE method [13].

SysML
Diagram
A
Behavior Requirement Structure
Diagram Diagram Diagram
1% A
Activity Sequence Stal_e Use Case B!O?.k Internal Parametric Package
. f Machine A Definition Block ; .
Diagram Diagram . Diagram A B Diagram Diagram
Diagram Diagram Diagram

Figure 8. SysML Taxonomy

OOSEM uses SysML in a top-down, model-based approach that leverages object-
oriented concepts with traditional systems engineering methods to architect more
flexible and extensible systems that can evolve with technology and changing re-
quirements [14]. OOSEM was developed in part by Lockheed Martin Corporation as

a method to capture and analyze requirements of complex systems, integrate with
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object-oriented software and hardware, and support system-level reuse and design
evolution [15].

The primary OOSEM activities are similar to those in the traditional ”Systems
Engineering Vee” as described previously and are accomplished in an iterative fashion
[16]. Similarly to the ”Vee” method, the traditional technical management processes
are still applied at each iteration.

The primary OOSEM steps are as follows [14]:

1. Analyze Stakeholder Needs: Capture the "as-is” system and mission en-
terprise and identify gaps or issues. The ”as-is” depiction helps develop the
"to-be” system, and the gaps or issues can help drive mission requirements
for the new system. OOSEM frequently uses measures of effectiveness for the

primary mission objectives identified in this step.

2. Define System Requirements: Once the ”as-is” system is defined and pro-
duces Mission Requirements, the system is modeled as a "black box” in a Mis-
sion Enterprise model. For example, instead of going deep into subsystem-level
detail on a CubeSat, the entire CubeSat will be a ”black box” that interacts with
ground stations, other satellites, and the environment. This ”black box” model
allows for system-level activity diagrams and use cases to show how the ”to-be”
system will support the mission enterprise. This step helps derive system-level

functional, performance, and interface requirements.

3. Define Logical Architecture: A ”logical” architecture is created that cap-
tures key functions in logical blocks, allowing for specific components to be

chosen later in place of the logical depiction.

4. Synthesize Candidate Allocated Architectures: From the logical architec-

ture, create potential physical instantiations using value properties and selected
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components. Each component at this stage is then traced to system require-

ments in table or matrix form.

5. Optimize and Evaluate Alternatives: Trade studies or other analysis is
conducted at this step among the candidate architectures. Parametric diagrams
within the model or integrating other tools can simulate system performance

with the chosen components so alternative solutions can be compared.

6. Validate and Verify System: Once a candidate architecture has been chosen
from the alternatives, the system needs to be validated and verified to ensure
the requirements are being met and that stakeholder needs are satisfied. This
step uses inspection, demonstration, analysis, and test activities to validate and

verify the system.

Finally, the modeling tool is how the language and method get put together. The
modeling tool is a critical piece of software that builds an underlying model of the
system that can be used to display many different viewpoints or diagrams, depending
on what is needed. The system model in a modeling tool is comprised of model
elements and relationships between those elements, and from those, diagrams can
be generated. When the source element or relationship is modified or deleted, that
change gets carried out throughout the entire model, in any and all diagrams those
elements or relationships appeared. This effort utilized the Cameo Systems Modeler
tool from No Magic Inc., but the process is tool-agnostic. Other tools are available on
the market to accomplish the same goals with different user interfaces and feature sets.
The Cameo Systems Modeler tool will be shown in model screenshots throughout this

thesis.
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2.4 Reference Architectures

Complex systems require detailed architectural planning early on in the design pro-
cess. The Department of Defense (DoD) attempted to manage the “Enterprise-level
Architectures” and “Solution Architectures” throughout the department by publish-
ing the Department of Defense Architecture Framework (DoDAF). DoDAF defined an
architecture as a “fundamental organization of a system embodied in its components,
their relationships to each other and to its environment, and the principles governing
its design and evolution over time [I7].” This concept appears reasonable, but system
architects are not always available for every project that could benefit from a de-
tailed architecture, especially in an academic environment. Reference Architectures
help alleviate that problem by consolidating subject matter expertise and previous
relevant architectures into digestible models that system designers can benefit from
when creating a Solution Architecture [I8]. The DoD saw the benefits of Reference
Architectures and put out a Reference Architecture Description in 2010, describing
them as “an authoritative source of information about a specific subject area that
guides and constrains the instantiations of multiple architectures and solutions [19],”

as shown in Figure [0

| Reference Architecture

Guides and constrains
the development of

Input for

Stakeholder Solution |
Requirements Architectures J

Figure 9. Reference Architecture Purpose

Robert Cloutier suggests 2 key principles for Reference Architectures [18].
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1. Principle 1: A Reference Architecture is an elaboration of company (enter-
prise) or consortium mission, vision, and strategy. ... facilitates a shared under-

standing about the current architecture and the vision on the future direction.

2. Principle 2: A Reference Architecture is based on concepts proven in practice.

Preceding architectures can be mined for proven concepts.
Finally, Reference Architectures should have at least the following elements [I8]:

1. Strategic Purpose: Goals, objectives, and a specific purpose or problem to

be addressed

2. Principles: High-level foundational statements of rules, culture, and values

that drive technical positions and patterns

3. Technical Positions: Technical guidance and standards that must be followed

by solution architectures (maybe data vocabulary/ data model)

4. Patterns (Templates): Generalized representations (e.g., Viewpoints, Views,
Diagrams, Products, Artifacts) showing relationships between elements speci-

fied in the Technical Position
5. Vocabulary: acronyms, terms, definitions

In summary, Reference Architectures can help systems engineers by providing
a template, developed from years of experience, to aid in the systems engineering
process. From the literature, it is clear that a Reference Architecture would be

particularly useful for teams designing a CubeSat.
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2.5 Existing Work

There are many examples of Reference Architectures used in the commercial sec-
tor, but this section will focus on Reference Architectures that were clearly relevant
to this effort.

First, the Small Unmanned Aircraft System (SUAS) Reference Architecture de-
veloped at AFIT will be investigated. This is a relevant example as it fulfills the
same general goals as the CubeSat Reference Architecture; namely, that it is for use
in a design course series and is intended for students to use as a template for their
design efforts. This SUAS Reference Architecture was started before this CubeSat
effort and provides a useful baseline and inspiration, even if it is for a different do-
main. AFIT professors Dr. Jacques and Dr. Cox developed this architecture using
Cameo Systems Modeler to describe a generic SUAS, focused primarily on specific
product output for the SUAS specialization track [20]. The SUAS Reference Archi-
tecture contains a Basic Ground Station Model, a Basic Multi-Rotor System Model,
a Component Library, and sample build for a fixed-wing vehicle using the architec-
ture. The SUAS Reference Architecture is designed to allow students to easily build
to a design specification from COTS components in the Component Library and test
those designs using built-in parametric diagrams. These concepts will be applied to
the CubeSat Reference Architecture as well, adapted for use in the spacecraft design
course series.

Jacques and Cox focused on the SUAS culture of rapid prototyping, and the
Reference Architecture allows for designs to be developed at a much faster pace.
The common template and vision provided through the model helps interdisciplinary
teams design, build, and test SUAS systems with more time spent on producing a
quality product, and less time spent designing the entire model from scratch [20)].

Jacques and Cox captured their own extensive SUAS experience into their Reference
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Architecture, and the model will continue to be improved over time. Currently, it is
being improved to streamline the cumbersome DoD Cybersecurity Risk Assessment
process, using model elements to fill out required forms. The component library will
also continually evolve as COTS components change. Figure|[10[shows a small section
of their Component Library, providing blocks with value properties and ports (not
displayed) to start from. Figureshows the SUAS Reference Architecture’s top level
organization, which this Reference Architecture will be modeled after for consistency.
The component library, parametric diagrams, and general organization are useful in
the development of the CubeSat Reference Architecture, but the spacecraft design
course series has some unique differences that must be considered, such as instructor

preferences and differing model scopes.
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Payload components

«block»
Video Transmitter

«block»

Video Receiver

values
Voltage required : V: voltage[volt] = 12.0V {unit = volt}
Current draw : A : electric current[ampere] = 1.0 A {unit = ampere}
Freq : GHz : frequency[gigahertz]{unit = gigahertz}
Make and model: String
Version number : String
Country of Origin : String

values

Make and model : String
Freq : GHz : frequency[gigahertz]{unit = gigahertz}
Version number : String

Country of Origin : String

«block»
Payload Deployment Mechanism

Ordinance Self Destruct Package

«block»

«block»
Gimbal

values
Max current : A : electric currentfampere]{unit = ampere}
Make and model: String
Digital : Boolean = false
Voltage Req'd : V: voltage[volt}unit = volt}
Version number : String
Country of Origin : String

Software
Make and model : String
Version number : String
Data link: String

C2 Link : Encryption Type
Encryption Type : String
Country of Origin : String

values

«block»
Camera

values
Ext power required : Boolean= true
Voltage req'd : V: voltage[volt] = 5.0 VV {unit = volt}
Current draw : A : electric current[ampere] = 0.5 A {unit = ampere}
Horizontal lines : Integer
Vertical lines: Integer
focal length : m: length[metreJunit = metre}
Make and model: String
Version number : String
Data link : Camera Data Link
Encryption Type : Encryption Type
Country of Origin : String

values
Make and Model: String
Number of axes : Integer
Version number : String
Country of Origin : String

Figure 10. SUAS Component Library
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Figure 11. SUAS Organization
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In the CubeSat domain, Kaslow and a group of Subject Matter Experts built
a CubeSat Reference Model (CRM) as part of a partnership between the Object
Management Group (OMG) and the International Council on Systems Engineers
(INCOSE). The CRM was intended to help CubeSat developers by providing logical,
reusable architecture elements at a high level [21]. Some sample diagrams are provided
in their interim status updates [21, 22| 23, 24, 25| 26], but the Cameo model itself
was not available to investigate. This CRM describes three levels of architectural
foundation that are necessary to capture the whole domain: the enterprise level,
the space and ground segments, and the space and ground subsystems. Figure

indicates the structure for the CubeSat domain as described by Kaslow et al.

bdd [Package] L0_Domain pkg [ CubeSat Domain bdd ]J

Cube Sat Domain

env const crm,I

External Environment ’Emmal Constraints i %
CubeSat Reference

Model Stakeholder

Cube Sat Mission Enterprise

y : : :
SO IND RS D R O O R S SO e B e

| ss | gs ] gss tids |

| [Space Seg G d Seg “ : G d Station Services | | Transport, Launch, and Deploy Services | '

|| |

I 7 | |

| sat [1 | Provided to CubeSat Project |

| CubeSat o T e e e T T e
|

|

' | =
I

: Developed by CubeSat Project |

CubeSat Mission Stakeholder

Figure 12. CRM CubeSat Domain

Kaslow et al. used a block definition diagram to demonstrate the hierarchy of
elements within the domain. They depict the CubeSat Mission Enterprise as being

directly composed of a Space Segment, a Ground Segment, Ground Station Services,
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and Transport, Launch, and Deploy Services. Furthermore, they identified what must

be developed by the CubeSat Project in greater detail, as shown by Figure

Lifecycles CubeSat Reference Model Mission Stakeholders
Concep.tion through A model that can be used as a Needs
retirement starting point for a mission Obiectives
specific CubeSat model o ) :
easures o
7} Effectiveness
Phases of Constrains
Operations
Launch / Foundations \
Early ops INCOSE Systems Engineering Handbook [12]
Normal ops NASA System Engineering Handbook [15]

Applied Space Systems Engineering [16]
Space Mission Engineering -The New SMAD [17]
CubeSat Mission Design Based on Systems
\ Engineering Approach [18] /

Degraded

Figure 13. CRM Scope

Kaslow et al. described all of the CubeSat subsystems and provided Block Defi-
nition Diagrams for the major views of a CubeSat, including each mission segment,

as shown in Figure [14] for the Ground Segment and Figure [15|for the Space Segment.

bdd [Package] Structures pkg[ Ground Segment Structure bdd |J
- .
ps sgc net fcit
Plan and Schedule Subsystem Space-Ground Network Subsystem Facilities Subsystem
Documentation = “Coordinate “m”"m” Documentation = "Provide Documentation = “Provide an
spacecraft activities, e.g I rrdalion = Trovide the network connectivity environment for ground
mission data collection, he = ':"m among the ground system resources "
spacecraft state of health, and communication subsystems and external
spacecraft maintenance the spacecraft. networks."
Coordinate shared e
use, e.g. spacecraft - ground
communications.”
gec mdp mad
et 3 Ground Equipment Control Mission Data Processing Mission Data Dissemination
Sp raft C Subsy Subsystem { Subsystem e s-btysgll §
Documentation = "M onitor | [Documentation = "Monitor Documentation = "Generate Documentation = “Disseminate the
spacecraft state of health and and control the ground the mission data products mission data products and
command and track the spacecraft” | |equipment” from the mission data.” mission data to the stakeholders "

Figure 14. CRM Ground Segment
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bdd [Package] Structures pkg[ Space Segment Structure bdd ,U
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spacecraft rotational motion (i.e.,
attitude/orientation). Maintain or

re-orient the spacecraft.”
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Command and Data Handling
Subsystem
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Control Subsystem

Power Subsystem

Documentation = "Generate,
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thrm

Thermal Subsystem

Documentation = "Regulate
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Subsystem

ro
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Documentation = "Provide,
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and subsystems.”

Documentation = "Provide mechanical
support and house spacecraft payloads

Figure 15. CRM Space Segment

Kaslow et al. determined that this logical architecture would provide guidance

for CubeSat developers to begin to formulate their own mission specific architectures,

knowing that their model did not have and could not have the specificity required

to support every type of mission. It provided a top-level guide to how a CubeSat

enterprise is organized, and some of the external stakeholders as well, as shown in

Fig Their model is a starting point for mission specific teams to incorporate their

unique knowledge to formulate their own architectures.

27




uc [Package] _Conference Views [ Stakeholder Overview LI

CubeSat Domains

|

Stakeholders ‘

T T L | 4
|
2 Regulatory
Agencies
«Stakeholders «Stakeholders «Stakeholders S ders »
Launch Service| Procurer | Communication Service | Sponsor End User
Integrator Integrator

uS;ukeholdefn «Stakeholders xs;akenulden «S{-u keholders «Stakehokders «S;ukenuldern «Stakeholders

Tester Developer Project Supplier Project FCC 1TV
Engineer Manager

Figure 16. CRM Stakeholders

After investigating the CRM status updates, however, the CubeSat Reference
Model was missing much of the subsystem-level details that was included in the SUAS
Reference Architecture. A thorough reference architecture in this domain ought to
include the high-level documentation and views from the CRM and the low-level
component library and functionality of the SUAS reference architecture.

Several other gaps exist that will be addressed in this thesis effort. First, the
CRM is not designed for outputting traditional documents for system level reviews.
There is no easy way to generate a Concept of Operations (CONOPS) document or
Operational Requirements Document (ORD), for example, and that is a desire for
an AFIT CubeSat Reference Architecture. Second, the CRM does not appear to
have a component library or a generic, intuitive system that can be easily adapted
by students new to MBSE. Finally, the CRM does not appear to have sufficiently
detailed value properties for the system to be useful for detailed mission analysis
using MATLAB and STK. Students in the AFIT course series must design down to

a lower level of detail with many value properties for each subsystem in order to
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perform the required analysis and calculations. The CRM is quite useful though in
examining what subject matter experts deem important for a CubeSat model and for
their various subsystem internal block diagrams.

Another Reference Model that was investigated was the satellite model by Sanford
Friedenthal [27]. In his book, he walks through his version of a CubeSat model for the
"FireSat II” mission, also using the OOSEM methodology and Cameo Systems Mod-
eler. His book provides helpful diagrams and best practices and provided inspiration

for this Reference Architecture.

2.6 Validation Tools

When preparing to develop the CubeSat Reference Architecture, a Digital En-
gineering (DE) Validation Tool from SAIC was made available [28]. This free tool
was developed by SAIC and is provided free to the public as a set of validation rules
and customizations for Cameo. SAIC states ”Our free system model validation tool
guides modeling consistency to reduce errors, aid analyses, and improve quality.” This
appeared to be a useful addition to this CubeSat Reference Architecture, so it was
closely examined.

SysML provides a vast array of modeling options and styles, and the SAIC DE
tool aims to limit the language and standardize modeling techniques. By using this
tool, a team can ensure that each team member is using the same diagram types,
the same flow structures, the same definitions, etc., all of which align with the goals
of a Reference Architecture. However, the strict limits on SysML diagrams and
modeling techniques did not match how AFIT students learn or have practiced in
their preceding courses. In a commercial company with a specific modeling culture,
this DE toolset would be more useful to get engineers on the same page. Their

engineers may have come from different modeling backgrounds and it is important to
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establish a common modeling style, but for new modelers who just learned the basics
of SysML, this tool was too restrictive and unnecessary in this author’s view. Students
using this model also all learned SysML from the same institution and already have
a relatively common modeling vocabulary and level of expertise.

While the DE toolset was not fully used in this edition of the CubeSat Reference
Architecture, the tool could be much more useful if AFIT develops its own style guide
and best practices. If there is an agreement on SysML usage as an institution, the
rule set can be modified and improved to incorporate these practices. However, the
rules as presented were too restrictive for the primary audience using this CubeSat

Reference Architecture.

2.7 Document Generators

One desired feature was the ability to automatically generate usable milestone
documentation entirely from model elements. Historically, students took screenshots
of diagrams and exported lists of requirements to Microsoft Excel to edit, manipulate,
and format for usage in formal documents. This has proven to be a problematic
process. For example, once a team member exports a subsystem requirement list
to Excel, the source of truth becomes that Excel sheet, requiring the team lead
to always compare the names, IDs, and details of requirements between different
documents. The CubeSat model previously used in AFIT’s first spacecraft design
course provided a starting point to determine which model elements were important
for the key documents in the early stages of a system design. This model featured
package diagrams with views and viewpoints pointing to model elements, and used
the "Document Preview” plugin to pull model elements into an html file. Figure
shows one small piece of the document generator for the Concept of Operations

(CONOPS), and Figure [18| show what this plugin displayed as the output.
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Figure 18. CONOPS Document Generator Output

This was a useful start, as it used model elements to generate documentation, but
there were several issues with this method. First, this plugin has been unreliable.
Most students have trouble getting it to work at all, and the pdf functionality seems
to be broken in recent versions of Cameo. As shown in Figure the numbering
and organization was quite frustrating to deal with. The document generator was
difficult to tweak, as it determined the document order based off view and viewpoint
IDs, not based on the layout of the diagram or any other easy way to reorganize or
add new elements. Figure [L8 shows that the html file pulled text from the model, but
customization and formatting was poor. In practice, users had to just copy and paste
this html file into Microsoft Word and then spend a lot of time properly formatting
it so that it was presentable and properly formatted and polished. Any changes to
the model required all this work to be done over again unless the user wanted to
individually copy and paste text from the model for the document. Finally, this is

a plugin in beta, and seems to be unavailable for the latest service pack of Cameo.
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These were useful though to determine the content and order of each document, but

this thesis will propose a different solution for generating documents.

2.8 Summary

This chapter discussed the CubeSat context and explained the necessary MBSE
and OOSEM concepts to understand the rest of this thesis. After the MBSE language,
method, and tools were explained, Reference Architectures were defined, providing a
template for the modeler to start from. Current Reference Architectures were then
examined, including an AFIT-developed SUAS architecture and two existing CubeSat
Reference Models. Gaps in these Reference Architectures were then identified that
this thesis will attempt to solve. Next, a Digital Engineering Validation Tool was
explored to determine its utility in this Reference Architecture. Finally, previous

document generators were discussed to highlight what this thesis aims to improve.
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III. Methodology

3.1 Overview

Chapter [[1I] describes the methodology for answering the research questions posed
in Chapter [ The status quo will be described and design decisions will be discussed
for the creation of the Reference Architecture. The methodology for getting feedback

and validating the model will also be described.

3.2 Status Quo

As discussed in Chapter [[j the Reference Architecture is intended to improve
CubeSat system designs by providing a starting point and a framework that guides
teams through the entire systems engineering process. The tool will have AFIT
students in mind with some course-specific features, but will also serve as a general
CubeSat Reference Architecture outside of AFIT. To understand the organization
and unique features of this Reference Architecture, it’s helpful to understand the
primary goals, inputs, and outputs of the course sequence.

At AFIT, the first course starts with teams given a Mission Capabilities Document
(MCD) for a fictional or real mission, which outlines the ”Mission Need Statement,”
”Operational Context,” and a set of required capabilities and design constraints.
From this set of inputs, students develop stakeholder concerns and needs, perform
trade studies, write a Concept of Operations (CONOPS), and finally develop a set
of mission requirements. These artifacts are carried into the next course, where
system level requirements are defined and a physical structure is designed. Finally,
in the third course, students take those system-level requirements and further define
subsystem-level requirements and develop test plans to verify those requirements.

These courses are intended to flow together, and this Reference Architecture will help
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by providing the model framework to carry between and support all three courses.
Throughout the course sequence, there are also milestone reviews and stakeholder
documentation requirements to fulfill.

Students in this course sequence use the textbook Space Mission Engineering: The
New Space Mission Analysis and Design by Wertz, et al [5]. Wertz focuses mainly on
the requirements definition and validation portion of the Systems Engineering process,
so other more general Systems Engineering texts were consulted to supplement Wertz,
such as those by Friedenthal [29], Buede [10], and Maier and Rechtin [30].

The Space Vehicle design sequence, as taught by AFIT, has one primary input, the
MCD. From there, the following outputs are generated as part of the process. Each

report, trade study, review and artifact will have a place in the Reference Architecture.
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Reports Trade Studies

Mission Capabilities Document Constellation Trade Study
Stakeholder Analysis Report Delta V Analysis
Concept of Operations Launch Vehicle Trade Study

Space Vehicle Requirements Document | RF Link Budget Analysis

Operational Requirements Document Mass Budget

Subsystem Test Plans Power Budget
Subsystem Test Reports Cost Budget

Flight Readiness Review Report Schedule

Reviews Other Artifacts
Mission Concept Review Cameo System Model
Preliminary Design Review Digital Drawing
Critical Design Review STK Simulation

Test Readiness Review OV-1 Diagram

Flight Readiness Review

Table 1. Design Outputs

This list is not exhaustive, as differing missions or stakeholders may need different
outputs, so the Reference Architecture is designed to be flexible enough for unforeseen
variations. In addition to these formal documents and reviews, the model itself is
useful for describing the physical decomposition and interfaces of the system. The
model itself holds all the text, figures, tables, and trade studies that are used in the
documents as well. For example, the CONOPS document goes through mission and
fault phases, describing subsystem conditions, detailing activity diagrams for those

phases, and writing narratives to describe activities. These are all contained in model
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elements, and the document just calls these elements in the appropriate format for
display.

Table [2| briefly outlines what the typical CubeSat development process looks like
[4], and Table [3{shows the process done in the short time frame of the design sequence
at AFIT. This CubeSat design process at AFIT is coinciding with normal academic

instruction and labs unrelated to the CubeSat project, so the timeframes do not cover

the entire nine months.

Step | Project Phase Typical Timeframe

1 Concept Development 1-6 months

2 Securing Funding 1-12 months

3 Merit and Feasibility Review 1-2 months
CubeSat Design 1-6 months

5 Development and Submittal of Proposal 3-4 months

6 Selection and Manifesting 1-36 months

7 Mission Coordination 9-18 months

8 Licensing 4-5 months

9 Flight Specific Documentation Development 10-12 months

10 Ground Station Design, Development and Test 2-12 months

11 CubeSat Hardware Fabrication and Testing 2-12 months

12 Mission Readiness Review Half day

13 CubeSat to Dispenser Integration and Testing 1 day

14 Dispenser and Launch Vehicle Integration 1 day

15 Launch 1 day

16 Mission Operations Variable, up to 2 years

Table 2. Typical CubeSat Development Process

37




’ Step ‘ Project Phase Typical Timeframe

1 Stakeholder Analysis 2 weeks
2 Risk Identification 2 weeks
3 Trade Studies 2 weeks
4 Mission Phases 1 week
5 Fault Management 1 week
6 Concept of Operations 1 week
7 Mission Concept Review Half day
8 Space Vehicle Requirements Document 2 weeks
9 Mass and Power Budgets 1 week
10 Preliminary Design Review Half day
11 Physical Design 2 months
12 Critical Design Review Half day
13 Subsystem Test Plans 3 weeks
14 CubeSat Hardware Fabrication and Testing 3 months
15 Flight Readiness Review Half day

Table 3. AFIT CubeSat Development Process
3.3 Developing the Reference Architecture

As discussed in Chapter [T a similar effort has already been taking place with
Small Unmanned Aerial Systems at AFIT. Those efforts created a Reference Archi-
tecture for a similar design course sequence, so the first step was to explore that
Reference Architecture and get some ideas and any lessons learned from that ef-
fort. Of primary note was their component library, which allows the SUAS designer
to choose from commonly available components to rapidly prototype a new system.
Their organization was also well done, with top-level pages to show internal structures
and a package breakdown to separate Requirements, Structure, Behavior, and Anal-
ysis. Several of these organization practices will be expanded upon in this CubeSat
Reference Architecture.

While not explicitly stated as such, students going through this course sequence
learned the OOSEM approach to modeling systems, so that approach should be used

for this Reference Architecture as well. To bridge the gap between Wertz' Firefly
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model [5] and the OOSEM methodology, Friedenthal’s text [27] was used as a refer-
ence, as he also uses OOSEM in his approach. Looking at these models provided a
good foundation upon which to start building a Reference Architecture. Wertz had
detailed subsystem breakdowns and relevant calculations, Friedenthal explained the
OOSEM process and how it relates to CubeSat designs, and the SUAS model [20]
helped guide the organizational structure and capabilities of a Reference Architecture.

As this tool is meant to encourage new designs and not stifle creativity, there are
some architectural design considerations when building the Reference Architecture.
How detailed should it be? Should internal block diagrams be filled out? Should sate
machines and mission phase descriptions come fully described? These considerations
are key points of discussion with the faculty that will teach these courses, and these
points will be discussed later. Additionally, the Reference Architecture project used
teamwork and input from faculty, lab technicians, and other students who previously
went through this program.

Once completed, this Reference Architecture would be used from the very be-
ginning of the design course sequence all the way through its conclusion. They will
be given the Reference Architecture file with their mission-specific MCD and some

guidance, and then they design the system from the ground up using that template.

3.4 Instructor Feedback

The primary users of this Reference Architecture will be students going through
the design sequence, but the instructors for those courses need to accept this model
and understand the basics of the Reference Architecture. They will surely be asked
questions about it and they decide what deliverables should look like, so instructor
feedback was crucial throughout the development of this Reference Architecture. At

the very beginning, before beginning modeling work, the three instructors were con-
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sulted for their desires and expectations and to note any changes in the course series
going forward. Furthermore, once the Reference Architecture was ready for a demon-
stration, they were consulted again, this time providing specific feedback on tables,
traceability matrices, and document composition. This feedback was extremely useful
to keep the Reference Architecture in scope and to ensure it will be useful for the in-
tended users. The instructors do not need to be experts on the actual model, though,
so guidance was provided within the model to help guide students. If students are
stuck and instructors cannot help, they have free reign to tailor the model to meet

the course requirements.

3.5 Tool Validation

Before the Reference Architecture was ready for teams to begin using, a full test
was conducted to validate the tool and ensure everything worked as planned. Grissom-
P is a mission that students were assigned in a previous sequence, and it is also a
real world AFIT mission with requirements and documentation, so it was chosen as
the test bed for this Reference Architecture. It is also a unique mission, given that
it has two distinct and physically separated payloads, so it tested the modularity of
the Reference Architecture. Near the end of the Reference Architecture design pro-
cess, Grissom P was used as an example to run through the Reference Architecture
quickly to ensure each step was working properly. This highlighted several issues that
needed to be fixed before the faculty demonstration, and then, once the Reference
Architecture was ready, Grissom-P was fully fleshed out using the Reference Architec-
ture. This was done by another graduate student, which helped prove that someone
unfamiliar with the architecture could use and understand it.

The ultimate test will be when a new cohort of students use the tool. Lessons

learned from these system designs will improve the model going forward to address
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any remaining gaps or adapt to changing requirements. This is the whole point of a

Reference Architecture, after all.

3.6 Summary

Chapter described the status quo and inspirations for the Reference Archi-
tecture. Then, the process to create it was described, as well as the process for

stakeholder input and model validation.
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IV. Analysis and Results

4.1 Overview

Chapter [[V] details the resulting Reference Architecture using the methodology in
Chapter [ITI] The first section will describe the overall layout and navigation of the
model, and then each major section of the Reference Architecture will be explored,
highlighting the most important diagrams and new features. An in-depth help guide
is included in the Reference Architecture file, so this chapter will not serve as a manual

for the tool.

4.2 Organization

The CubeSat Reference Architecture is a large model, so the organizational struc-
ture is critically important. Many users of this model will be new to MBSE or at
least new to Cameo Systems Modeler, and with so many diagrams and packages, it
can be easy to get lost or have trouble finding a diagram that you need. Furthermore,
modelers may prefer different navigational styles. Some prefer visual diagrams, while
others prefer navigating a nested folder structure, while others still may prefer to
directly navigate to a desired diagram with one click from an index. To address these
preferences, multiple ways to navigate the model have been provided. Each naviga-
tion style is based off the four pillars of SysML - Requirements, Structure, Behavior,
and Parametrics [31]. This model uses the term analysis instead of parametrics to
cover more content, but does contain the parametric diagrams to assess system per-
formance. The extra package, called Document Generators, contains templates that
pull information from each of other packages, so it is kept separate.

The standard way is to navigate using the ”Containment Tree,” or Cameo’s File

Tree, as shown in Figure [I9 Notice the numbered packages for the most important
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packages to guide users to the appropriate section. Note that some packages, such as
those inside the Generic CubeSat Model, include hyperlink icons, informing the user
that those packages are also links to more detailed diagrams. A user can navigate
this tree and find the appropriate diagrams in an intuitive manner. For example, if
they wish to work on the CubeSat’s physical decomposition, they will navigate to
the Structure package and find the CubeSat package within. If they need to generate
some activity diagrams for mission phases, those diagrams will be located within the

Behavior section, and so on.

%
K E 5 wQ o -
[E—[2] CubeSat Reference Architecture

11 - Guidance

[ 2 - CubeSat Component Library

-] 3 - Generic CubeSat Model

&1 1 - Requirements
&1 2 - Structure
&1 3 - Behavior
&1 4 - Analysis
&1 5 - Document Generators
Index
B[] 4 - CubeSat Physical Models

[ ASYS 531 Team Name

] Grissom ProxOps Model

[ Grissom-2 Model
[ Model Organization

Figure 19. Containment Tree

Some users may prefer to navigate using diagrams instead. This has been built in
to the Reference Architecture by creating top level ”"organization diagrams” for the
most used sections. Figure [20] shows the first page users see when they open up the
model, and each icon within that diagram is hyperlinked to another, similar diagram

at the lower level. These organization diagrams will be detailed in upcoming sections.
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E— | | _
1 - Guidance 2 - CubeSat Component Library 7
]

How-To Guide | E% AR FORCE INSTITUTE OF TEGHNOLOGY
AFIT-specific guidance CubeSat Component Library
Diagram name: Model Organization
=) Last modified: 1/18/217:23 PM
GubeSat Modeling AFIT Courses Last modified by: skelly

How-To e |

Guide.docx This model is UNCLASSIFIED. |

distribution unlimited.

DISTRIBUTION A. Approved for public release: |

[

AFIT Validation Rules

=
[E— E—— ]
3 - Generic CubeSat Model 4 - CubeSat Physical Models
1 - Requirements 2 - Structure Grissom ProxOps Model Grissom-2 Model
L o 52 =
3 - Behavior 4 - Analysis
3 e
5 - Document Generators
b
=

Figure 20. Model Organization

Finally, some users may wish to directly navigate to a diagram by name. The
"Index” diagram shown in Figure shows all of the built-in diagrams and tables
that users will be expected to complete during the design sequence, organized by
category. If additional diagrams are created, this index will need to be updated
accordingly. This Index provides a very fast and easy way to open up one diagram

in particular if the user forgot where a diagram was located, for example.
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4.3 Guidance

To assist users who are less familiar with Cameo or MBSE, a full CubeSat Mod-
eling How-To Guide has been included within the model. Users can double-click the
document icon in Figure [22| and open up a thorough guidebook that walks through
each section and each diagram that users can fill out, in addition to guidance re-
garding the new Document Generator feature. The Guidance package also contains a
set of modeling rules and a draft "active validation” profile to help identify common
errors or missing data in the model. Figure 23| shows the structure of the included
modeling rules, intended to keep the model standardized and to prevent common er-
rors. Each of these rules is included in the Rules table with text descriptions. These
are not mandatory to follow and these are only draft requirements created by the
author. A wider conversation is required to establish modeling standards at AFIT,

so these are just ideas to explore at a later date.

= [2] CubeSat Reference Architecture
B[] 1 - Guidance
[ AFIT-specific guidance
=[] How-To Guide
[ Process
1 Rules
[ SysML Diagram Types
(= How-To Guide Navigation
CubeSat Modeling How-To Guide.docx

= - -

Figure 22. Guidance
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B[ Rules
[ validation Profile
B2 Rules
-+ [u] Behavior Diagrams
B[ Activity Diagrams
[l Activity Diagram Relationship Rules
—[u] Guards
—[u] Input and Output Locations
—[u] Merge Nodes
L— [u] Swimlanes
[l Activity Diagrams General Rules
— [u] Activity Names
— [l Initial and Final Nodes
L— 4] Pin Names
E-[u] Use Case Diagrams
E—EI Use Case Diagrams General Rules
— [u] Actors
—[d Primary Actor Location
— [0 Secondary Actor Location
— [u] Stakeholders
L— U] Use Case Actors
[ General Rules
—[u] Diagrams
— [u] Distribution
— 4] Element Colors
— [l Glossary
—[gl ID Naming
—[u] Language and Method
— gl Naming (discuss)
—[u] Packages
L—[g] Units
= [u] Requirement Diagrams and Tables
& [ Requirement Diagram/Table General Rules
':IEI Requirement Names
Requirement Satisfaction
=[] Structure Diagrams
[l Block Definition Diagrams
& [ Block Definition Diagrams General Rules
[l BDD Ports
[4] Port Naming
[ Internal Block Diagrams
E‘!—EI Internal Block Diagrams Relationship Rules
] Item Flows
[4] Port Types

Figure 23. Modeling Rules

In addition to the modeling rules provided, a pared down version of SAIC’s DE
Validation Profile [28] is provided as well. As discussed in section the Validation
Profile does not meet the needs or practices of this model’s intended audience, but
there were several helpful active validation rules that were borrowed. A future effort
may explore this concept further, but for now, roughly a third of the supplied rules
were helpful for this context. Some very helpful rules include those that highlight

when a requirement does not have proper traceability or is missing requirement text,
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rules that highlight missing elements in diagrams (such as starting and final nodes in
activity diagrams), and a rule that checks to make sure each Value Property has an
associated Value Type and Unit. If a modeler runs the validation profile during the
design process, they may see helpful errors pointing out missing elements, so it does

add some value to the Reference Architecture.

4.4 Requirements

Users will start their design process in the Requirements package. The Require-
ments Organization diagram is shown in Figure [24] which links to each applicable
diagram and provides basic instructions to help users navigate. While the Require-
ments process is not a linear process to be accomplished at one time, it is structured

in the order in which users will likely need the included diagrams.
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The Requirements section begins with users creating blocks for their source mate-
rial. This Source Documentation diagram will continue to grow over the course of the
design sequence, but some common CubeSat references are included and attached.
By attaching source material to blocks, as shown in Figure requirements can be
properly traced to the exact source document version. Furthermore, it makes it much
easier for users to quickly see the source documentation, instead of needing to search

the internet based off the source name.

2 Name Owned Element

AFI1 91-217 § Safe d Mishap P tion Prog...
E] AFI 91-217 Space Safety and Mishap Prevention Program pace Safety and Mishap Prevention Prog

= : Block
Cal Poly CubeSat Design Specification.pdf
E] cal Poly CubeSat Design Specification a roly Lubeoat Design speciication.p
= : Block
Attach CONOPS h
EJ Concept of Operations (CONOPS) [ Attach your ere
= : Block
Navigating E t Controls and Regulations for Sma...
E] Export Controls and Regulations for Small Satellites avigating Export L-ontrols and Reguiations for sma
= : Block
Replace this MCD.d
E] Mission Capabilities Document (MCD) eplace this o
= : Block
Attach MRD h
EJ Mission Requirements Document (MRD) [ Attach your ere
= : Block
NASA CubeSat 101.pdf
2] NASA CubeSat 101 upesat 20%-p
= : Block
NASA Launch Services P - Di d Cubes...
EJ NASA Dispenser and CubeSat Requirements Document unch services Frogram ispenser and Lube
= : Block
] NASA GEVS NASA General Environmental Verification Standard f...
= : Block
NASA Structural Desi d Text Fact f Safety ...
EJ NASA structural Design and Test Factors of Safety for Spaceflight Hardware = - Block ructural Design and Text ractors of safety
TOR-2015-03035_31JUL2015.pdf
£ sMC Compliance Specifications and Standards S3u P
= : Block
Attach SAR hi
] stakeholder Analysis Report (SAR) S . BEICC)CkYOI-Ir ere

Figure 25. Source Documentation

The Reference Architecture assumes that design teams were provided with an
MCD. Given that, users should parse the contents of the MCD into blocks that can
be used within the model. Instructions are provided in the diagrams for how to
accomplish this, but the goal is to have a set of Design Constraints and Required
Capabilities, an Operational Context statement, a Mission Need statement, and a
matrix that traces these new blocks to the MCD. If any changes occur after the

original MCD was parsed, users can generate a new MCD based off these tables using
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the Document Generator tool. Note also that the tables provided include an ID
naming convention that will be continued when users add additional entries into the
respective tables. Additionally, each table is populated with blocks that contain the
correct modeling "stereotype” so that tables can properly and automatically populate.
Figure [26] shows an example of a Design Constraints table for one class project, and
that pattern repeats for the Required Capabilities table. The tables as provided

only include sample names, as these will need to be replaced as soon as an MCD is

provided.
B EJ Design Constraints Description of Design Constraints if provided
E] DC-1 Operational Payload P-440 UWB Radio Transceiver
Free Flyer CubeSat: 6U CubeSat form factor (objective),
compatible with Planetary Systems Co.p.(PSC) Containerized
£ DC-2 System Form Factor Satellite Dispenser (C SD).

Hosted Payload: 4U form factor

EZ DC-3 Free Flyer Satellite Cost Should not exceed $750K

Satellite command and control will be accomplished via the
MC3 network (Reference MC3 User’s Guide dated 11

] DC-4 Command and Control September 2018). Network may be expanded to include
new Remote Ground Terminal locations. However, these
locations are restricted to DoD locations.

£ DC-5 Launch Rideshare with Host

Should be capable of on-orbit operations for a period of 1
£ DC-6 Expected Operational Period year

(threshold),2 years (objective) after deployed from host.
£ DC-7 Delivery Date January 2022
£ DC-8 Orbit 450km circular orbit with a 55 degree inclination

Figure 26. Design Constraints

The next major step is to perform a Stakeholder Analysis as a team. Figure
shows the structure of the Stakeholder Analysis package, with a package for Stake-
holder Concerns and another for Stakeholder Needs. Design teams will first brain-
storm a list of Stakeholders and document whatever concerns they may have in the
form of ”comments” in Cameo. Some generic Stakeholders are provided as well as
generic ”concerns” that users should edit and add to for their unique program. The

issue with these Stakeholder Concern ”comments” is that requirements cannot be
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traced directly to them. To address this limitation, Stakeholder Needs are then cre-
ated as blocks that represent those previously created concerns. Several concerns
may address the same topic, so one Stakeholder Need block can be created that maps
to each relevant concern. Figure shows a portion of the matrix that will auto-
matically change after the previous steps. By mapping the new Need blocks to the
Concern comments and to their applicable stakeholder, the user can see where each
Stakeholder Need comes from. Once the team has a complete list of Stakeholder
Needs with traceability back to their concerns, the Stakeholder Analysis Report can

be generated. The Document Generator process will be detailed later in this chapter.

B[] 3 - Stakeholder Analysis
B[] Stakeholder Needs
.7 Relations
List of Stakeholder Needs
"=, Stakeholder Needs to Concerns Matrix

"= Stakeholder Needs to MCD Matrix
—E] SN-1 FCC Compliance
—[E] SN-2 Resolution
—EJ SN-3 10C
—[E] SN-4 Schedule
—E SN-5 Budget
—E- SN-6 Downlinking
L] SN-7 Commanding
=[] Stakeholders and their Concerns
@ Stakeholders and Their Concerns
£ Another stakeholder

£ Developer

£, End User

£ Ground Stations

£ Integrator

£ Launch Service Provider

£ Mission Operations

l—@ Mission Operations concern
%S Product Line/Manufacturing

£, Program Office

%S Regulatory Agencies

£ Safety

£ Sponsor

£, Testing Agency

Figure 27. Stakeholder Analysis
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Legend
/' concern
/" Stakeholder

E [ Stakeholder Needs

= [ Stakeholders and their Concerns
B £, Another stakeholder
[ Another stakeholder concern
[ yet another stakeholder concern
B £, Developer
™ Another stakeholder concern
= % End User
[ End user concern
™ Meet IOC date
[ Meet needed resolution
= 2., Ground Stations
™ Ground station concern
B £, Integrator
[ Another stakeholder concern
B £, Launch Service Provider
[ Launch Service Provider concern
B £, Mission Operations
[ Mission Operations concern
=] %S Product Line/Manufacturing
[ Product Line /Manufacturing concern
= ¥ Program Office
[ Program Office concern
= 2. Regulatory Agencies

B £, Safety
™ Safety concern
B £, Sponsor
[ Another stakeholder concern
[ Deliver on time
™ Deliver within budget
[ Meet I0C date
B £, Testing Agency
[ Another stakeholder concern

[ System must comply with FCC regulations.

N[ SN-1 FCC Compliance
NI SN-2 Resolution

= sn-3 10C
N1 SN-6 Downlinking
NI[] SN-7 Commanding

NI SN-4 Schedule
N SN-5 Budget

SN

3 v L L

Figure 28. Stakeholder Matrix
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The remaining sections within the Requirements package will be completed later
in the design sequence. It is structured using a tiered Requirements convention, where
teams start by generating a list of Mission Requirements, then a list of System or
Space Vehicle Requirements, and finally a list of Subsystem Requirements for each

subsystem. Each tier is organized in a similar fashion, but with different stereotypes



and some different data fields. Additionally, template requirements for each tier have
been provided, as well as some example entries in other data fields to show as exam-
ples, as shown in Figure 29| Each tier of requirements also comes with a traceability
matrix for users to trace or derive that tier from. Note that the Subsystem Require-
ments table, shown in Figure[30] is further broken out into subsystem categories, with

template requirements for each to get teams started on the brainstorming process.

Name Text Mission Requirement Notes Derived From Traced To Verify Method
=1 MR-1 Risk Probability of success TBD% insert rationale here if needed
£ MR-2 LV Type Probability of success TBD% = Launch Vehicle Trade Study
] MR-3 Coverage Coverage Requirement Text
] MR-4 Schedule Operational within TBD years
1 MR-5 Political Applicable political requirement text
E] MR-6 Commanding Commandable within TBD.
] MR-7 System L/E applicable interface requirements
£ MR-8 Timeliness Timeliness Requirement Text
£ MR-9 Environment any special environment text
B £ MR-10 Performance

=] MR-10.1 Weather Weather requirement text, if applicable

] MR-10.2 Resolution TBD resolution

& MR-10.3 Geo-location Accuracy TBD geolocation accuracy
EJ MR-11 Regulations Applicable regulatory requirement text

Non-recurring STBD M - i
K MR-12 Mission Cost Recurring $TBD Myear SE,S ::;:;:‘f;f:um 5 cost Estimate Analysis
] MR-13 Revisit Time Timeliness Requirement Text
] MR-14 Number of LVs number of LVs requirement text [ Launch Vehicle Trade Study
55 MR- 15 Survivability 2::3wahiliry requirement text (radiation belts,
] MR-16 User Equipment user equipment description
EJ MR-17 Data Distribution Data requirement text
& & MR-18 Orbit Requirements

EJ MR-18.1 De-orbit Requirement de-orbit requirement text

EJ MR-18.2 Transfer-orbit Requirement transfer orbit requirement text
B & MR-18.3 Operational Orbit Requi Timeliness i Text

| & MR-18.3.1 Orbit Plane Orbit plane text (] Constellation Design Trade St
5 MR-18.3.2 Orbit Altitude TBD resolution [ Constellation Design Trade St
L MR-3 Coverage

] MR-19 Secondary Missions Secondary Mission text description
1 MR-20 Mission Design Life TBD years
] MR-21 System Availability TBD hours maximum downtime
] MR-22 Number of CubeSat(s) number of CubeSats requirement text
£ MR-23 Development Constraints None
E] MR-24 Data Content, Form, and Format data content, form, and format requirement text

Figure 29. Mission Requirements
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2 Name Text Derived From Verify Method Risk
=[] Bus Requirements
B [] ADCS
E] ADCS-1 Mass Mass Requirement Text 2 SR-9 Design and CTest Medium
E1 ADCS-2 Power
=] ADCS-3 Slew Rate
] ADCS-4 Pointing Accuracy
] ADCS-5 Pointing Knowledge
] ADCS-6 Detumble Capability
=[] Bus Software
B E] SW-1 Software Architecture
E] SW-1.1 Data Storage
E] SW-1.2 Housekeeping
E] SW-1.3 Command Sequences
£ SW-1.4 Core Flight Software
EJ SW-2 Operating System
] SW-3 System Management
£ SW-4 Fault Management / Recovery
] SW-5 Timing
[ C&DH
[] Communication
[ EPS
[ GNSS
(7] Propulsion
[ Structures
] Thermal
[7] Payload Requirements

HEEBEEEBEEB

Figure 30. Subsystem Requirements

4.5 Structure

After coming up with a list of requirements, teams need to decide on a physical
structure that can satisfy those requirements. Instead of starting from a blank slate,
this CubeSat Reference Architecture provides teams with a generic physical decom-
position for a CubeSat and its various subsystems, as well as related systems, such
as the Launch Vehicle and the Ground segment. Figure |31|shows a high level view of
the areas that the Reference Architecture includes. Each package is hyperlinked to
more detailed diagrams to fill out, and the most relevant value properties have been

included for each.
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Figure [32| shows the same Mission Context, but in the form of an internal block
diagram so that various data or signal flows can be shown, highlighting interactions
between the CubeSat system of interest and relevant systems in the overall mission

context. This diagram also highlights key operations and relevant value properties

that add value to this view.

ibd [Block] Mission Enterprise  Mission Context |

mission Oparations : Mission Oparations

AN

CubeSat This willneed to be tllored and you should go though the.
xercise of making new object flows 100

+ Operational Domain

rolay Sattolto : Rolay Sattolito [0.]

Detect Anomalies()
Process Telomety()

mission Enterprise : Mission Enterprise

Rocelve Telomety()
GPS : GPS [0.7] | Send Commands()
i ] RE
carth:Earth[1] | Torgal dais Mission Planning System : Mission Planning System

contol accsleration)()
harizon tracker ff | €ontol atitude()
s Plan Manewer()
s

chedule MC3 Contacts()

target : Target 0.7]

t ‘"j contol thermal environment()

7136deg
sensorlf

targetLongiudo:
{argotName - Sting

Fllght Dynamic System : Flight Dynamic System

Detomine Atiuce)
fontor Orbit)

+ CubeSat Environment

all : I sonatromt Toormant oy et
9 e & dala i State of Health Report CubeSat

£ [ G Subsystom : ADGS Subsystom
- vt
[raiton:aition ot
ol ‘ ‘ 9GS RGT M3 Remete Groun

Solar Radiation ]
wn o i
sin u
1 Solat Radiation J
— wraser s |
S for Lo | s Subptom: St Sberien |
ion Operations()
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g Decamisen
 Space Debris (0.7 | . pink)
L CobsmEny o SemancsioCibes | SO o son Opertors)
V! ‘Send State of Health Report to Mission Operations()
-
; e o
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Figure 32. Mission Context ibd

A generic physical decomposition of a standard CubeSat has been included to
help teams stay organized and to provide a starting point to work from. Figure
shows a top level view, with subsystems being rolled up into subsystem blocks.
Each of those subsystem blocks contains more detailed diagrams within for individual

components. Organizing it in this fashion prevents massive, unreadable diagrams
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from being presented to stakeholders and instead, the specific details for different
components are only shown in the appropriate level diagram. The primary benefit of
this provided physical decomposition is the value properties included in each block.
The pre-built value properties allows for analysis tools to be included in the Reference
Architecture, because the inputs are already defined. The included value properties
also follow a ”camel case” naming convention that reduces errors when they are used
with constraint blocks. Teams can add additional value properties and use them for

analysis, but the provided set is a well-rounded start.
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Figure 33. Physical Decomposition
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shows

Figure [34] shows an example of one of those subsystem views, and Figure
how teams can tailor that generic diagram into something that meets their unique
mission needs. In this example, the ADCS subsystem had unnecessary components
that were removed, and values were added to each remaining block to describe the
chosen components. Additional components were also added to address the needs of

this particular system.

bdd: [Block] ADCS Subsystem [ ADCS Subsystem bdd ] ]

«block»
«subsystem»
ADCS Subsystem
values

controlAccuracy : degrees[angularfunit = deg}
slewRate : rotation[deg/s}unit = deg per sec)
maxTorque : force[Nml{unit = newtonmeter)
| size : CubeSat Units{unit = CubeSat Units)
avgOrbitPower : powerfwat{unit = watt)
maxPower : powerfwatljunit = wat}
dataProductionRate : datarate{Mbps}{unit = Mbps)
totaMass : mass{kg] {unit = kilogram)
| totalCost : costldollars}{unit = dollars}

: © o
«locko
Magnetometer

accuracy : degreesfangular]{unit = deg}

maxPower : powerfwattjjunit = wat}

reactionWheelMomentOfinertia: kgm2{unit = kom2} |
S =wa

values

maxPower : power[wattj{unit = watt}
accuracy : degreesfangularfunit = deg}
iIXOnPower : = watt)
= watt}
 |torqueCoilZOnPower : powerfwattj{unit = watt} | -
mass : mass[kg]{unit = kilogram)
cost : costldolars}{unit = dollars}

= kgm's)

initialRPM: Real
mass : mass[kg]{unit = kilogram}
cost : cost{dollars}{unit = dolars)

S B e B B Sjoirs B P [ T oo
«block» «block» «blocky «bloch «block» «block»
Control Moment Gyroscope Sun Tracker Star Tracker Inertial Measurement Unit Horizon Tracker GPS Unit

values
| onPower : powerfwatt}{unit = watt)
accuracy : degreesfangularfunit = deg)
mass : mass{kg}{unit = kilogram}

cost : cost[dollars}{unit = dollars}

. values
. [onPower : power{watt{unit = watt}
+ |aceuracy : degrees{angularfunit = deg}

mass : massikg]{unit = kilogram})

values
onPower : power[wattfunit = watt)
accuracy : degreesangularjunit = deg)/
mass : mass[kg]{unit = kilogram}

cost : costldollars}{unit = dollars)

" | cost : costidollars]{unit = dollars}

values
onPower : power{watt}unit = wat}
accuracy : degreesfangularl{unit = deg)
mass : massfkg]{unit = kilogram})

valies
onPower : powerfwatt}{unit = watt}
accuracy : degreesfangularfunit = deg}
mass : mass[kg]{unit = kilogram}

cost : costldollars]{unit = dollars}

. values
.| onPower : power{watt}{unit = watt} .
© |accuracy : degrees[angularj{unit = deg}

+"|cost : costldollars}{unit = dollars}

mass : mass[kg]{unit = kilogram}

+ " |cost : cost[dollars}{unit = dollars}

This template structure is just to get you started and to
include value properties used in some built-ir i

| tools, but this subsystem should be tailored according to
your unique mission. This diagram obviously has too
many components, as unnecessary components are
meant to be deleted. When you delete blocks and
relationships from the template structure, make sure they
| are fully deleted (click the trash can icon) instead of just
removed from the diagram.

Figure 34. ADCS Template

“blocks
subsystem»
ADCS Subsystem

lcontrolAcouracy : degreesfangular] = 0.1 deg (uni = dog)
slewRate : rotation]eg/sfunit = deg per sec)

maxTorque  forcelNmJ(urit =

size : CuboSat Units = 1.0 U {uri
‘avgOrbitPower : powerfwattjurit = wa)
maxPower : powerlwattjunt = wai]
dataProductionRate - datarate[Mbps}(urit = Mops)
totalMass : masslkg] = 056 kg {unit = klogram)

“blocks

curtentTRL : Real= 7.0

Eloctromagnst

1

s cblocks
eblock» Magnotometor
. . 1.2
Reaction Whee!
block» wblock» maxPower : powerwatt] = 0.9 W {unit = watt)
IR Earth Horizon Sensor Star Tracker 125 ot « et accuracy  degroesfanguia(in - oo

{orqueCoiXOnPower: powerfwatt] = 0.0 W (uit = wat)
torqueCoilYOnPower : power{wat] = 0.0 W (.
{orqueColZOnPower - powerwatl] = 0.0 (it = wat
averagePower : powerfwatt] = 0.825 W {unit = watt}
minPower: poweriwatl] = 0.4 W (unt = ety

model Sring = RM3000

reactionWheelMomentOfinertia: kgm2 = 0.0010577 kg2 {urit = kg2
zeroTorquePower : powerfwat] = 0.27 W {unit = watt)
misec {unit = kgmis)

onPower  powerfwatt]= 1.0 W {unit = watt)
acauracy e
maxPower : powerfwatt] = 225 W (unt = wa)

lonPower : powerwat] = 0.264 W {unit = wat]
Jaccuracy - degrees{angular] = 1.0 deg {unit = deg),
numberWideFOVsensors : Real = 1.0
numberNarrowFOVsensors : Real= 3.0

= dog)
iniaRPM: Real = 00

W {unit = wat)

‘minPower : powerfwall] = 1.65 W (unit =
powerfwatt]= 1.8 W {unit = watt)

Figure 35. ADCS tailored
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While this CubeSat Reference Architecture is not intended to be fully simulated,

a State Machine diagram is necessary to highlight the states that the CubeSat may be

in. The diagram in Figure [36| serves as an example so teams know what a CubeSat

state machine might look like, but teams should make their own to describe their

unique mission CONOPS. By filling in this diagram, additional tables will also be

pre-generated, pulling state transitions, guards, etc. from this diagram. These state

transition tables and state descriptions are useful for stakeholder documentation when

the CubeSat states are discussed.

‘stm [State Machine] CubeSat State Machine[ CubeSat State Macmne])

Stowed |

/Run Pre-Separation Initialization Script
Pre-Separation
entry / Perform Functional Check
[Separation Successful == True] / Deploy

and Run Separated Initialization Script

Separated Fault Mode

do / Perform Precise Range Measurement

at (146 sec after separation) / Run
Post-Separation Initalization Script

)

do / Perform Fault Management

/Switch ADCS to Sun

at (30 min after Separation) / Poming

Run Initialize Comms Script

Comms Enabled

Contacting Ground Station
after (TBD Time

Beacon |, W0 CoMa) "Receive

Mode Mode

] |

[ stabilized

T Sun Safe
Transmit
Mode do / Point Solar Panels Towards Sun

Contacting Ground Station

after (TBD Time

Beacon
Mode

s
at (30 min after Separation) /
Run Initialize Comms Script

1Switch ADCS to Sun Pointing

/Run Sun Safe
Iniialization Script

| Wio Contact) (oo
| A——
Mode

[ Transmit
Mode

System Checkout
do / Perform System Checkout

/Run Sun Safe
Initialization Script

Maneuvering

|
do Perform Maneuver |

/Run Maneuver
Initilization Script

1 Slew to Host Position

Conducting Experiment

Pointing

1 Power On
Payload

p ~ 1 Slew to Host Position
Standby |

Rotating
do / Perform Axis Rotation

o

1 Switch
Comms to
Receive Mode

Collecting Data

do/ Collect

(" Crosslinking
do / Crosslink Data

/Run Sun Safe Initialization

Decommissioned

Run DECOMMISSIONTG ! gntry  Drain Batteries >©®
J Script )

Figure 36. State Machine

4.6 Behavior

One of the most important documents that teams will need to create is the

CONOPS, which requires most of its data from this Behavior section of the Reference

Architecture. Figure[37]shows the top level organization of the Behavior package with

the key diagrams that ultimately fill out the CONOPS document.
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bdd [Package] 3 - Behavior[ Behavior Organization ])

This is a wide-view of all of the subsystem status tables and notes that will be pulled OV1 - High Level Operational Concept

by the CONOPS document generator.

OV1 - Place your OV-1 graphic in this freeform diagram. This will be used by various

documents. OV1 - High Level Operational Concept

Mission Phases - This package contains a bdd which has a place for each individual

mission phase's activity diagram, subsystem status table, and text description.

Fault Management - This package contains a bdd that has a place for each fault

state's text description and subsystem status table. ' Mission Phases Fault Management

CubeSat Activities - This package contains a CubeSat Mission Activity

Decomposition bdd and a Subsystem Activities bdd, which holds specific subsystem

activities, if needed. &,
Mission Phases Fault Management

Use Cases - This package contains a Use Case diagram to show operational

scenarios and includes a table to describe each one. These descriptions are used in

the CONOPS document. - -
Mission Phases Fault Management

CubeSat Activities

)

CubeSat Mission Activity Decomposition
Use Cases
Subsystem Activities

Operational Use Cases

Subsystem Activities

Operational Use Cases

73
73

Figure 37. Behavior Organization

The note in Figure [37 describes what teams should use each included package for,
and each package is hyperlinked to more detailed diagrams to fill out.

A template OV-1 has been included in a free form diagram, and teams will replace
this template image with their own so that documents can include the image automat-
ically. The OV-1 is a “High Level Operational Concept Graphic,” usually a preferred
view of a mission from Senior Leaders. The Department of Defense Architecture
Framework describes it as “a mission, class of mission, or scenario. It shows the main
operational concepts and interesting or unique aspects of operations. It describes the

interactions between the subject architecture and its environment, and between the
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architecture and external systems. The OV-1 is the pictorial representation of the
written content of the AV-1 Overview and Summary Information. Graphics alone are
not sufficient for capturing the necessary architectural data. The OV-1 provides a
graphical depiction of what the architecture is about and an idea of the players and
operations involved. An OV-1 can be used to orient and focus detailed discussions.
Its main use is to aid human communication, and it is intended for presentation to
high-level decision-makers. [17]”

The Mission Phases package (Figure contains a block definition diagram which
has a place for each individual mission phase’s activity diagram, subsystem status
table, and text description. During each mission phase, the CubeSat’s various sub-
systems will be in unique configurations, and this package includes an easy way to
capture those. To capture these different configurations, tables have been created for
teams to determine the various states for each subsystem for each phase. In addition
to the subsystem configuration tables, teams should write textual descriptions of the
applicable mission phase in the “Mission Phases” table (Figure and create activ-
ity diagrams to show what happens in each phase. All of these will be used in the
CONOPS document.
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bdd [Package] Mission Phases [ Mission Phases ] )

Mission Phases

This table includes all of the text
— — —descriptions for each Mission
Phase. Replace the template
text with your own descriptions.

Launch and Ascent Subsystem Status

0

|

Separation and Deployment

and D Status

)

Initialization Subsystem Status

Initialization

—

Bus Checkout Subsystem Status

Bus Checkout

|

Payload Checkout Subsystem Status

Payload Checkout

g_‘

Initial Acquisition Subsystem Status

Initial Acquisition

|~ -

Transition to Operations

L.

l Each package is hyperlinked to the
PreLaunch, relevant activity diagram to fill in, and if
applicable, contains a subsystem status
table to modify using choices in the
dropdown menus.
/
! I
Launch and Early Orbit Operations Operational
Launch and Ascent ] 1

Perform Mission Ground Station Pass

Perform Mission Subsystem Status Ground Station Pass Subsystem Status

5 =
|

Bus Housekeeping

Bus Housekeeping Subsystem Status

Eo

— ]

Decommissioning

Decommissioning Subsystem Status

2

Figure 38. Mission Phases
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Name Text

Activities during the Pre-Launch phase include: 1) functional and environmental
testing to qualify that the space vehicle's ready for flight, 2) transporting the space

Pre Launch Phase vehicle to the integrator's facility, 3) integrating the space vehicle with the
dispenser, 4) integrating the dispenser with the launch vehicle, and 5) prepare for
mission operations.

Should describe the major events that happen to the space vehicle during launch
and "First Day in the Life" that includes being ejected from its dispenser and first

Launch & Early Orbit Operations Phase contact with the Ground Station. Should include any constraints put on the space
vehicle from the time it is ejected. Also what state the space vehicle subsystems
are in.

Describes the period from launch up to before separation. Should discuss

Launch and Ascent expected impacts of launch environment driven by launch vehicle selection.

Should discuss what happens immediately after separation from the launch vehicle

Separation and Deployment all the way through deployment of space vehicle appendages (solar panels,
antennas).
Should describe the sequences that the space vehicle will go through to gradually
Initialization initialize all space vehicle subsystems. This will typically be done in an autonomous
manner.

- s This should discuss the sequence of events that will occur for the first ground
Initial Acquisition . By R
station contact with the space vehicle.

Should discuss all of the planned activities for ensuring that the bus is functioning

Bus Checkout properly to include checkout of all of the subsystems except for the payload.

Should discuss all of the planned activities to checkout the payload to include

Payload Checkout calibration, different states, etc.

Once the space vehicle is performing as expected, there will be a transition to

Transition to Operations normal operations. Discuss what that transition will consist of.

Lead-in for what would typically be expected during normal operations. Further

Operational Phase details will be provided in the subsections that follow.

This should describe what the space vehicle is doing between when it is collecting

Bus Housekeeping data and when it comes into contact with the ground station to conduct a pass.

Should describe everything that happens before and after the space vehicle comes

Ground Station Pass into contact with the ground station. This would include the interfaces between
mission operations, the ground station, and the space vehicle.

Describes everything associated with the space vehicle conducting its primary

Perform Mission S )
mission of collecting data.

Decommissioning Phase Should describe what actions are taken to decommission the space vehicle.

Figure 39. Mission Phase Descriptions

The Fault Management package, shown in Figure [0} includes similar tables that
will describe the various fault states in narrative form and in tables that shows each

subsystem status.
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bdd [Package] Fault Management[ Fault Management ])

This table includes all of the text
descriptions for each fault state.
Replace the template text with
your own descriptions.

Fault Management

Each package below includes a
subsystem status table to modify using
choices in the dropdown menus.

—

Loss of ADCS

&

Loss of ADCS Subsystem Status

Loss of Comm

N

Loss of Comm Subsystem Status

—

B

—

Loss of Thermal Control

N

Loss of Thermal Control Subsystem Status

B

—

Sun Safe

N

Sun Safe Subsystem Status

Survival

N

Survival Subsystem Status

The CubeSat Activities package can hold any additional activities needed to de-
scribe the system. Activity diagrams for each critical mission phase have been created,
although most only contain the starting and ending nodes. These vary substantially
from mission to mission, so teams will need to populate these on their own. Finally,

the Use Cases package includes a generic Use Case diagram that should be tailored.

4.7 Analysis

The Analysis portion is how teams show that their requirements are verified and

how they track any external analysis done to generate requirements. Figure [41| shows

Figure 40. Fault Management

66




the top level organizational structure. As is the case throughout this Reference Ar-
chitecture, many of the included packages are hyperlinked to more detailed diagrams.

The Trade Studies package is a place to store any applicable trade studies in block
form. This allows for requirements to be traced to any relevant analysis done in other
tools. For example, if a team performed a Launch Vehicle Trade Study that ultimately
impacted a requirement, that requirement could be traced to the Launch Vehicle
Trade Study block, which includes the most current trade study as an attachment.
This makes it very easy to know exactly where the numbers or decisions came from

and stores that in the model for easy reference and modification from the team.
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bdd [Package] 4 - Analysis[ Analysis Organization ] J

Trade Studies

Mass Budget

Mass Budget Launch Vehicle Trade Study RF Link Budget
«block» «block» «block»
«Analysis Document» «Analysis Document» RE Link Budget Analysis

Launch Vehicle Trade Study

Owned Element =

Owned Element =

Owned Element =
RE Link Budget.xIsx

Mass Budget.docx Launch Vehicle Trade Study.docx =
Cost Estimate Constellation Design Trade Study Power Budget
«block» «block» «block»
«Analysis Document» «Analysis Document» «Analysis Document»
Cost Estimate Constellation Design Trade Study Power Budget

Owned Element =

Owned Element =

Owned Element =

Diagram nam Analysis Organization

Last modified: 12/18/20 1:21 PM

Last modified by: skelly

This model is UNCLASSIFIED.

DISTRIBUTION A. Approved for public release:
distribution unlimited.

Any analysis you do outside of the model
should be referenced here as a block to
ensure proper traceability. For example, if
you do some orbital analysis using STK and
decide on an orbital altitude as a Mission
Requirement, you can trace that MR to the
analysis block. Furthermore, attaching that
analysis (if possible) makes it easy for
stakeholders to see how the requirements
came to be by looking at the excel file or

Constellation Design Trade Study.docx Power Budget.docx trade study itself.

Cost Estimate.docx ‘

=
L3
Verification Analysis Hardware Tests
1 ADCS Tests C&DH Tests EPS Tests
Rollups LMMT Integration Thermal Analysis
& & &
Mass and Cost and Size LMMT Integration Thermal Analysis Model oN sl S Tests Paylola dTests Thennl al Tosts
& & &
Power Analysis Payload Analysis Orbit Analysis Propulsion Tests ‘ Bus Software Tests
o &b
Power Analysis Image Quality Analysis Orbit Analysis
Ci icati Tests Tests
ot
] & o
Link Budget Analysis & T
In each of these linked bdds, drag your
subsystem requirement blocks into the
) . diagram, and crate test activities to verify
Uplink Analysis them. One test activity can verify multiple
requirements if appropriate. If desired, the
test activities can be further detailed inside
their activity diagrams, but only the test

name is required to fill in the tables &
matrices.

Figure 41. Analysis Organization

The Verification Analysis package contains several templates or patterns that high-
light some capabilities of Cameo for requirement verification. For example, the Ther-
mal Analysis parametric diagram in Figure 42 shows how to use a MATLAB script
to perform analysis based off the values entered in the thermal subsystem, as well as
any other values that affect these calculations, such as the CubeSat’s mass and some
orbital parameters. The code in Figure |42|is not necessary to read in this thesis, and

is usually hidden from view when scripts become lengthy, but is shown here just to
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highlight where the code is stored. This section is intended to encourage teams to
perform analysis within the model instead of in other tools. By performing analysis
within the model, easy verification of candidate systems can be accomplished using
Instance Tables or the default values assigned to component value properties. The
CubeSat Reference Architecture purposefully does not include default values for the
components’ value properties, but an instance table, such as the one in Figure [43], can
be simulated using the MATLAB code to compare how different candidate systems
perform. This instance was simulated, and the results are shown in Figure By
changing one or several value properties in the relevant blocks or in the instance ta-
ble, these graphs automatically update to show how the performance changes. This
is extremely useful for many requirements that are affected by multiple subsystems
or multiple components. A constraint block can be created that uses those value
properties as inputs, and the performance outputs can be quickly assessed in mul-
tiple system configurations. The included parametric diagrams serve as patterns to
replicate and modify, reducing the learning curve for teams who haven’t learned these

capabilities yet.
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-[7] Thermal analysis instances
(= test run : Thermal Analysis

© alpha = 0.82

© Ap_max = 0.06 m2

© Ap_min = 0.02 m2

&) Ap_nom = 0.036 m2

G Ar=0.22 m2

©) c=460.548 ) /kg*K

©) eps = 0.51

© h=600.0 km

© m=10.857

© mu = 398600.4418

@& P = 93.0 minutes

® Qin=12.6

®) Qin_ecl = 17.2975

¢ Re = 6378.0

-E2 Thermal Analysis

Figure 43. Thermal Analysis Instance
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Figure 44. Thermal Analysis Run
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As teams progress from the design, they will test physical hardware. Before teams
begin testing physical hardware though, they need to document their test plans.
The Hardware Tests package includes workspaces for each subsystem that establishes
consistency and makes it easier to generate the necessary tables to describe test
activities. Each requirement should be tied to a test (sometimes multiple requirements
can be verified by one test), and this can be done in diagram form. For example, if
the Electrical Power System (EPS) lead needs to plan EPS testing activities, they
can open up the EPS Tests bdd and follow the template process. If they drag and
drop all of the applicable subsystem requirements onto this diagram, as shown in
Figure [45] they can easily create test activities and assign a ”verify” relationship
between them, which automatically populates the included tables. In this example,
notice the “Weigh Components” test, and that test verifies the EPS Subsystem Mass
requirement. This pattern should be continued until each requirement is verified by
some activity. Finally, the test activity tables provide a place to textually describe
what happens in each test to verify the requirement(s). These tables are all useful
for the Test Plans and Test Reports, keeping the model as the primary document
instead of different files and formats for each subsystem. The subsystem requirement
tables in this section also include a method for tracking testing progress while also
establishing a common set of definitions. Previously, tests that were "not verified”
for whatever reason were all in one category, causing confusion amongst stakeholders.
Now, tests can be labeled from a drop-down menu as "not verified” for the specific
reason and they are labeled in a color to bring attention to problematic tests. Figure
shows an example of how this could be used. The Verification Status legend is
located in the Component Library and can be modified if definitions or categories

change.
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i

PS Requirements EPS Tests
«Subsystem_Requirement»
Mass
«activity» __ _wverify» N Id ="EPS-1"
PS Test 1 - Weigh Components risk = High

Text = "EPS Mass
Requirement te:
VerificationStatus = Verified
verifyMethod = Test

Figure 45. EPS Tests

Verification Status: [ Verified [0 Testing in Progress - On Track [] Not Verified - Test Not Complete [] Not Verified - Test Needs Review [] Not Tested - Other
[ Not Verified - Does Not Meet Requirement [[] Not Tested - Out of Scope

A Name Text Derived From Verify Method Verified By Verification Status
-______
=] EPS-2 Power
EJ EPS-3 Energy Storage
] EPS-4 Fault Protection
EPS-5 Maximum Load Power
EPS-6 Charging Efficiency
EPS-7 Battery Pack Protection
EPS-8 Charging While Rotating
EPS-9 Chassis Ground Connection
EPS-10 Solar Panel Voltage Range
EPS-11 Battery Load Current (Stowed)

EPS-12 Battery Temperature Monitoring
EPS-13 Ground Support Equipment Charging
EPS-14 Battery State of Charge Monitoring |

DDODDD DD DD

Figure 46. EPS Test Verification

4.8 Component Library

The Component Library is a function inspired by the SUAS Reference Architecture
[20]. The goal is to have a library of components to choose from for each subsystem
for rapid prototyping that improves over time. As teams create new CubeSat designs,
the individual components can be stored in the Component Library for future reuse
by other teams. For example, if there are multiple commercially available solar arrays
that previous teams have used in their designs, those solar arrays will be available

to reuse with all of their value properties already filled in. A team could swap out
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multiple solar arrays from the Component Library in their EPS subsystem diagram
and perform analysis to quickly assess how each one performs for their system. Figure
[47] shows the top level view of the Component Library, which has a separate package
for each subsystem.

Figure 48 shows how it could be used in a simple example with different CubeSat
bus sizes. In the Structures package, multiple chassis sizes, with their dimensions all
filled out, can be quickly copied and pasted into a new model. If some value differs
from the default values provided, the team would just need to make those modifi-
cations. Figure 9] shows how Enumeration lists are also stored in the component
library to be used throughout the model. These enumeration lists are all consoli-
dated in their respective subsystem packages instead of scattered across the physical
model. In this example, instead of typing in a string of text to denote the battery
chemistry, the user can just select from a drop-down list of the available types in the
enumeration list. These are created for many subsystems, and as new choices become

available, these can be updated.
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pkg [Package] 2 - CubeSat Component Library [ CubeSat Component Library ] J

1 | —i

The component library s intended to be an evolving CubeSat lisers Environment
repository for components to build your CubeSat

architecture. AFIT has some custom parts that will be 4

identified here, and other subsystems have generic or & 1Y

COTS components to choose from. The value properties =D

should not be changed in the Component Library by student REZEnCintecesty

teams - those can be changed once you copylpaste Cubegat Launch Vehicle Ground Segment
components into your own model. values

reliabilty: Real L

The component library s also a stable place to hold life: timefyears}{unit = years} iy &

enumerations, object flows, and value types that will be used length : distance[mm] = 366 mm {unit = millimeter}

by multiple models. If you wish to change an enumeration for, width: distancelmmi = 239 mm {unit = millmeter}

example, it makes more sense to change itin the height: distancelmm] = 113 mm {unit = milimeter} Operational Domain

component library than in multple places. The Value Types deltaV': speed[m/s}{unit = m/s)

package is also important - it holds all the custom value size : CubeSaf Units = 6.0 U {unit = CubeSat Units} I

types and units used throughout the model. avgOrbitPower : power{wattjunit = wat) iy

LT i Ll = il Thermal Structures
: String=
Constraints Value Types totalMass : mass{kg]{unit = kilogram} Mission Parameters
Glossary totalCost : cost[dollars]{unit = dollars} =y |
e «block»
| ] Software Propulsion EPS Payload Orbit
«profile» L4 | . values
Custom Stereotypes B &3 . L) semiMajorAxis : distancekm] = km {unit = kilometer}
] ] (o semiMinorAxis : distancelkm}{unit = kilometer}

inclination: degreesfangularjiunit = deg}

RAAN : degrees[angularjiunit = deg)
argumentOfPeriapsis : degrees[angularfunit = deg}
= deg)

lyAtEpoch:
percentTimelnEclipse : Real

Communications
Object Flows
a . =
Port Types
Constants

«block»

Common constants for analysis

values
gravity : acceleration[m/s2] = 9.86 m/s/s {unit = m/s"2}
pi: Real=3.14159

¢ : speed[m/s] = 300000.0m/s {unit = m/s}
Stephan_Boltzmann: Real = 5.67051E-8
gravitational_constant_earth : Real = 3.986004356E14
earth radius : distancelkm] = 6378.0 km {unit = kilometer)

mu_earth : km"3/s"2 = 398600.4418 km"3/s"2 {unit = km"3/s"2}

Figure 47. Component Library

=deg})
altitude: distance[kml{unit = kilometer)
numberOfPlanes : Integer

velocity : speed[km/s]{unit = kim/s)

period : time[minutesJunit = minutes)
trueAnomaly : degreesfangularfiunit = deg)

mass : mass[kg] = 24.0 kg {unit = kilogram}

«block» «block»
12U Chassis 27U Chassis
values values

mass : mass[kg] = 54.0 kg {unit = kilogram}

length: distance[mm] = 360.0 mm {unit = millimeter}
height: distance[mm] = 240.0 mm {unit = millimeter}
width : distance[mm] = 230.0 mm {unit = millimeter}

length: distance[mm] = 340.0 mm {unit = millimeter}
height : distance[mm] = 360.0 mm {unit = millimeter}
width : distance[mm] = 350.0 mm {unit = millimeter}

«block»
AFIT Grissom 6U Chassis

values
length : distance[mm] = 366.0 mm {unit = millimeter}
width : distance[mm] = 239.0 mm {unit = millimeter}
height: distance[mm] = 113.0 mm {unit = millimeter}
mass : mass[kg]{unit = kilogram}
cost : cost[dollars]{unit = dollars}

«block»
«subsystem»

Structures Subsystem

values
deployedIxxMOI : kgm2{unit = kgm2}
deployedlyyMOI : kgm2{unit = kgm2}
deployedIzzMOI : kgm2{unit = kgm2}
deployedixyMOI : kgm2{unit = kgm2}
deployedIxzMOI : kgm2{unit = kgm2}
deployedlyzMOI : kgm2{unit = kgm2}
centerOfMassX : distance[m}{unit = meter}
centerOfMassY : distance[m}{unit = meter}
centerOfMassZ : distance[m}{unit = meter}

totalMass : mass[kg]{unit = kilogram}
totalCost : cost[dollars]{unit = dollars}

aluminumThickness : distance[mm]{unit = millimeter}|

«block»
«subsystem»

Qanaratinn Marhaniem

«block»

Figure 48. Component Library - Structures
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«block» . «block»
Battery Pumpkin BM-2 Battery
values values
batteryChemistry : battery chemistry batteryChemistry : battery chemistry
batteryType : battery type batteryType : battery type
maxDepthOfDischarge : Real . maxDepthOfDischarge : Real
numberOfCycles : Integer numberOfCycles : Integer
numberOfBatteries : Integer numberOfBatteries : Integer
transmissionEfficiency : Real transmissionEfficiency : Real
capacity : electrical[Ah] = Ahr {unit = Ahr} capacity : electrical[Ah] = 12 Ahr {unit = Ahr}
initialFill: real[percent]{unit = percent} . initialFill: real[percent] = 100.0 % {unit = percent}
nominalVoltage: voltage[V{unit = volf} nominalVoltage: voltage[V] = 14.4 V {unit = volf}
cellCount : Integer ... |cellCount: Integer
mass : mass[kg]{unit = kilogram} mass : mass[kg]{unit = kilogram}
cost : cost[dollars]{unit = dollars} cost : cost[dollars]{unit = dollars}
«valueType» «valueType» «valueType»
Solar cell type g battery type | - - battery chemistry
silicon Primary Silver Zinc AAC ClydeSg
thin film amorphous silicon Secondary . Lithium Thionyl Chloride T
gallium arsenide Lithium Sulfur Dioxide
indium phosphide Lithium Carbon Monoflouride;
triple junction galium arsenide| I " | Thermal
. Nickel Cadmium
Nickel Hydrogen
Lithium lon

Figure 49. Component Library - EPS

Another important area of the Component Library is the custom Value Type
library. Using the default ISO-8000 library seemed like the logical choice for units,
but there were several issues with it that caused frustration over time. Most value
types in the ISO-8000 library were never used and crowded the selection window
when a user would try to find a unit, the spelling and naming conventions did not
match what students were expecting or were accustomed to, and most importantly,
they were not able to be modified without causing errors every time Cameo was
opened. To alleviate these issues, an entire custom value type library was created to
stay more organized and allow for easy modifications and customization. The Value
Types, Units, and ”QuantityKinds” (a SysML necessity for units to work properly
in analysis) are all stored neatly in packages based off their type. When a user is
going to add a new Value Property to a component block, it is now very easy to
find the relevant value type to assign to it. The default practice amongst students
without having this central repository is to just type in a new Value Type, and then
that Value Type appears in the same location as that block. This isn’t necessarily

a bad thing on a small model, but a Reference Architecture is meant to be used for
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multiple candidate architectures and multiple projects, and referencing a new Value
Type that belongs to another physical model should be avoided. For that reason,
all Value Types are stored in one central place within the Component Library. This
has also been done with Object Flows in the Reference Architecture. Object Flows
represent the flow of objects, whether they are matter, energy, or data, primarily used

in the Mission Context diagram shown earlier in Figure
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4.9 Document Generators

While the model should be able to stand alone to represent the CubeSat system,
stakeholders may prefer to view system details in document form. This could be
because they don’t have access to the modeling tool, or because they are more accus-
tomed to seeing traditional reports. Whatever the reason, it would save time if those
documents could be generated from model elements alone. Copying diagrams into a
word processor and transcribing the requirements, etc. into tables, as is traditionally
done, causes issues with version control and maintaining consistency. For example,
if a team is writing a Space Vehicle Requirements Document, they could copy the
requirement text from the model into a table in Microsoft Word, but if a requirement
changes within the model, the team would need to catch that change and manually
update any documents as a result. This CubeSat Reference Architecture proposes a
new method for generating documents using Apache’s Velocity Template Language.
Cameo Systems Modeler is written in Java, so each model element is defined using
Java code. This can be taken advantage of by populating a Microsoft Word file with
code that imports those Java elements when it’s run. Essentially, the Word templates
tell Cameo what elements to export and in what order and in what format. This al-
lows for fully custom, well-designed documents to be generated that require minimal
formatting before delivery to stakeholders. If any model elements change, the team
can just regenerate the document, and all tables, diagrams, etc. will always reflect
the latest version that resides in the model.

Figure |51 shows an organizational diagram showing the pre-built generators that
are used in AFIT’s Spacecraft Design Sequence. Instructions are also included, and an
in-depth, commented Generic Model Document is provided. This generic document
is the foundation for all other templates. This generic document has code for any

Reference Architecture section and guidance for how to modify it and why the code
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is written the way it is. If a new document is requested that does not have a template
yet, a team can take portions from this master document into a new template for
whatever model elements they wish to display. It also maintains a revision history
that resides in the model, so when changes are made, the team can notate those and

they will show up in all future documents in a table of revisions.

bdd [Package] 5 - Document Generators [ Document Generators Organization ] J

—
1. To generate a document, right click the document icon and select "Generate DOCUMENT NAME." MF I |

2. Click "Next' and then click "Variable" to access the document variables menu. This is where the document pulls the Revision history from, so ensure that each time you make changes and

regenerate the document, that you add a revision variable for the author, date, and revision information. A FoRGE INSTITOTE OF TEGHNGLOGY

3. Locate your system model and add itto the "Selected Objects” field on the right side of the Report Wizard. Click "Next" Document Generators

Diagram name: P
ag Organization

4. Select a location for your report and click "Generate"

Last modified:  |[1/21/21 2:47 PM
5. The document should generate a MS Word file that you can inspect. You will need to update the Figures and Tables so they renumber accordingly (Select all, right click and click "Update =
Fields", then right click each table of contents to update. Last modified

by:

skelly

6. If you need to make any changes to text, it's best to update those fields within the model and regenerate the document instead. That way, future versions willinclude those changes. Lead in
text (text that is only necessary in documents, not in normal model views) are located in notes within each document's "elements" package. If you edit the text in those notes, the text will be This model is UNCLASSIFIED.
reflected in the generated document.

DISTRIBUTION A. Approved for public release:
7. If you need to modify the template code, see the How-To Guide for more information. The template is sensitive to renaming, so if you've changed the names of ke diagrams or tables, that distribution unlimited.

may be the cause of your problems. If that's the case, view the code within the template and modify it accordingly, or change your diagram name back to the original. (Ways around this
potential problem area...| could use the popup selection menus for the student to actually select the appropriate diagram or | could include code in the template to check..f the name doesn't
match and it can't find the diagram, pop up an error window.)

Stakeholder Analysis Report Mission Requirements Document Generic Model Document

This is a master, tailorable document.
If someone wants to create a new

document type, this i the place to

S ” —start from. The user can just move
sxsksh SAR elements MRD elements Generic Model Generic Model Document elements sections around and delete what isn't
Analysis Document needed.

Analysis Report Missinnnocx
L Lo

Requirements L3
Document
[ 1

Space Vehicle Requirements Document Mission Capabilities Document

CONOPS
Conops picn
[Doc S " elements
elements Mission
CONOPS SRD elements c;pabililies
Space Vehicle Document
& 8

&

Document Lo

Operati i Test Plan & Report
ORD elements Test Plan & Report elements.
DOCX] Test Plan &
Operational Report Elements
Requirements & =
Document

Figure 51. Document Generators

The title page of each template includes some custom functions that make the
following code easier to write. Figure shows several of these tools that are im-
ported, allowing for tables to be easily exported and allowing for custom popup
dialog prompts if a document generator should ask for a diagram’s location. In this
example, notice how a popup window asks the user to select their project’s logo from

among the model’s free form diagrams, which is then imported by $diagram.image.
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Code that follows a ”#” or ”$” is not displayed in the resulting document once it
runs. Some variables, such as $DocumentTitle, $Classification, and $Revisions are
variables that are stored with the template, while others, such as $missionRequire-
ment are pulling each model element with that stereotype assigned to it. Note that in
the Reference Architecture, the ”Mission_Requirement” stereotype is read by Java as
the "missionRequirement” class. To prevent issues if users rename stereotypes, this
practice has been minimized, opting instead to just import tables in their entirety

when possible.

##This imports the dialog tool which allows for popup messages and selections.
ool)

##This displays a popup message when generating the document, reminding users to not edit the text
within the generated document.

$dialog,message(“This generates a generic master document to allow for easy tailoring. All text and
figures come directly from the model. If you wish to fix some text, fix it in the model and regenerate
this document.”)

#import (‘dialog’, ‘g

##This imports the “generic” tool, which helps with automatically generating some of the more
complex tables.

#import('generic', 'com.ng

ableTool')

##This prompts the user to select their document logo from a free form diagram.

#foreach ($diagram in $dialog.select(Ssorer.numanSort(Sreport filterDiagram($Diagram, ['Free Form
Diagram™)), “diagramType:desc’),"Select the correct diagram.”, false, “Please select your document's

logo from a free form diagram.™))
$di .

#end

##This displays the document title, authbr, and revision history, all of which are defined in the report
wizard's “Variable” menu.

$DocumentTitle

$Author
Revision: $Revisions.lastChild.name

Date: $date.get("MMMMM dd, yyyy")

Figure 52. Document Generator Title Page

82



One of the most common functions within these document generators is importing
tables from the model and displaying it using Microsoft Word’s table tool. Some tables
in the model are quite large and hard to read if they are copied and pasted onto a
document, so these templates call the internal elements instead and display them in
a way that’s very easy to customize. Figures and show two ways to import
and display tables. Figure [53| shows a more detailed method to pull only the specific
columns you want, which might be useful for very large tables. This method also
allows for default column widths to reduce formatting once it is generated. This does
present issues if users were to rename the "missionRequirement” class, as the code
wouldn’t find anything to import. The comments in the code should make it clear if
someone opens the template to troubleshoot, but this is still a risk present using this

method.

ID Name Text
$missionRequirement.na | $missionRequirement.text,

me

#forra
w($mi
ssion
Requir
ement
in
$sorte.
thwim,
ansSer.,
(Sbliss
0B
SIS
ment
‘id"))
$missi
onReq

uirem
ent.id

Figure 53. Manual Table Method

Figure [54] shows a more elegant solution, where the template imports a table by
name and displays it exactly as it appears in the model. The downside with this
method is that it requires some modifications once it is generated, as columns will
all be equally sized. Furthermore, some extra columns may be shown that are not
desired, but these can be easily deleted. This method is preferred throughout the

included templates as it is less likely to require modifications. It also displays new
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columns that users may wish to add without requiring an understanding of the VTL
language to import those new elements.

#fareach($diagram in $Diagram)
#if ($diagram.name == “Mission Requirements Table”)

#set(Stable = $generic.oetlable($diagram))

#forcol($id in $table.getVisikleCalumnlds()$table-gstColumn($idj#endcol

#arrow($row in Stable.getBows())
#forcol($id in $table.getiisibleColumnlds())
Stable.gefValugAsStrng($row, $id)

#endcol#tendrow

Table 7. $diagram.name

#end
#end

Figure 54. Automatic Table Method

4.10 Validation of Model

Modeling styles vary from person to person and organization to organization, so
external feedback was desired for this Reference Architecture to ensure it made sense
to others. To accomplish this, the model was first demonstrated to other students
who previously took AFIT’s Space Vehicle Design sequence, and they were asked to
model a system using the tool. This peer feedback process led to many clarifications
and tweaks, and their models were the impetus for many of the provided value prop-
erties. Furthermore, their common questions were addressed in the included help
guide. Technicians who work on the AFIT CubeSat program were also consulted.
Understanding what they look for and what they call components and subsystems
motivated some design changes to remain as consistent as possible.

After getting peer feedback, the model was demonstrated to faculty members who
will teach the courses in the Space Vehicle Design sequence. Of the three instructors,
only one has significant modeling experience, so this model and included guidance
needed to be usable by students without requiring faculty help for normal modeling

questions. The primary inputs required from the faculty were the inputs to the
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Document Generators. Because the faculty members decide the format and objectives
for each deliverable report, they were given a chance to provide comments or changes
to the relevant documents that this Reference Architecture will generate for their
classes. If these requirements change in the future, which is highly likely, the students
have been provided guidance for how to make a new template or modify an existing
template so the instructors will not have to understand the underlying template code.

Finally, the CubeSat Reference Architecture is being used by the current cohort
of students in the course sequence. When the first course started, they were given a
lengthy recorded demonstration of the model, with guidance for how to use the cloud
environment, how to use the document generators, and how to use and tailor the
template model for their unique missions. During the duration of the course, they
have an avenue to ask questions and receive help with the model, which may also lead

to changes or improvements in the core Reference Architecture.

4.11 Summary

This chapter presented the design and implementation of a CubeSat Reference
Architecture geared towards a University team on a compressed schedule and with
limited modeling experience. The organizational structure was discussed, and several

of the most important diagrams and built-in tools were explored.
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V. Conclusion

5.1 Overview

Chapter V]| provides conclusions in light of the overall research that was accom-
plished. The research questions presented earlier are answered based on the work
performed to this point. Finally, important lessons learned throughout this research
development are recorded along with future work that could be done to extend this

research.

5.2 Significance of Research

This research was significant due to the current emphasis in the US Air Force
and US Space Force on Digital Engineering [I]. By using this Reference Architecture,
engineers will have more experience using a model as the ”source of truth” for analysis,
requirements, and as the basis for traditional documentation. Furthermore, several
new concepts and functions were explored in this Reference Architecture that are
now being used in other models, such as the methodology for generating custom
documents, using a validation suite, and establishing a custom Value Type library
instead of the provided ISO-8000 library. In addition, this model is being used as the
platform for more complex integration with MATLAB and STK by other researchers
at AFIT.

As stated in Chapter [} the research objectives were as follows:

1. Create a practical and useful Reference Architecture for rapidly-prototyping

CubeSat designs.

2. Create easy-to-use document generators that use model elements to generate

traditional system level review documentation.
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3. Present this Reference Architecture to AFIT instructors for feedback.

4. Lay the groundwork for future analysis work with STK and MATLAB integra-

tion for more comprehensive mission analysis using model elements.

These research objectives have all been met over the course of this project. In

addition, the following research questions were considered:

1. What are the tools necessary to perform mission modeling using model-based
systems engineering?
The mission modeling effort is being done using this CubeSat Reference Ar-
chitecture to provide all inputs into constraint blocks that are formatted to

integrate with MATLAB and STK.

2. What viewpoints are most useful to common stakeholders?
Most stakeholders still prefer the traditional documentation, which required
narrative sections to be built into the document generators in addition to using
the system model elements. Additionally, stakeholder prefer higher level view-
points with less clutter. Detailed subsystem details have been limited to the
appropriate subsystem diagrams instead of crowding the main physical decom-
position. Limiting the number of blocks on diagrams led to better views for

presentations, even though it was quite difficult to simplify some diagrams.

3. How can useable documentation be generated from only model elements, keeping
the source of truth within the model?
Custom work using Apache’s Velocity Template Language was needed to gener-
ate polished documents using model elements. The built-in tools within Cameo

are not sufficient, so this was a substantial effort to code and document.

4. What needs to be done in the model to allow for external tools (STK, MATLAB,

etc.) to interact with the MBSE tool?
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The most important thing was to establish a library of value properties that
worked well with MATLAB and STK. Lessons learned with custom units and
with naming conventions led to the conventions used in the Reference Architec-

ture so that these errors are avoided.

5. Can cloud-based collaboration improve the MBSE design process for interdisci-
plinary teams?
The cloud-based collaboration was extremely valueable. Lessons learned for
this process have been handed down to the first cohort of students to use this
environment in classes. There are some inherent difficulties with storing sensi-
tive information in the cloud, but those issues are being worked out due to the

benefits of the cloud-environment.

5.3 Lessons Learned

Over the course of this research, there were several lessons learned that warrant
discussion. First, developing a Reference Architecture should not be a solitary en-
deavor. The early phases of this project were done primarily alone, but the most
progress was made when other opinions were taken into consideration. Additionally,
the model should be geared towards the key stakeholders, not just the modeler’s pref-
erences. This was made apparent during demonstrations to faculty members, whose
opinions are the most important for this effort. Some design choices made sense
originally, but needed modifications after seeing the greater context of the course
objectives.

Another lesson learned was to embrace the cloud environment for collaboration.
By using the cloud environment, multiple people could be making edits at the same
time, and changes are reflected for all users once they are committed. Its well worth

the effort in setting up the cloud environment, getting each team member an account,
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and walking through the best practices for cloud modeling at the very start of the
project.

Finally, throughout the design process, the issues caused by copying and past-
ing blocks within a model became apparent. If a user copies and pastes an entire
model (the Generic CubeSat Model for instance), everything seems to work perfectly.
However, if a user copies just one internal package over to a different model, issues
start popping up where you least expect them. Making a Reference Architecture that
includes multiple full models within requires careful consideration before copying el-

ements from one model to another.

5.4 Future Work

One of the primary goals for this CubeSat Reference Architecture was to establish
the platform for future work. Some of that work has already begun, including an
Integrated Mission Modeling Tool that uses the physical structure in the Reference
Architecture to create detailed MATLAB Simulink and STK simulations for mission
modeling. These tools will improve the fidelity of mission simulations and provide
visual views of the orbits for ground contacts, while also simulating multiple payloads
at once.

The Reference Architecture is meant to be improved and adapted over time. As
new teams use the model, they will be creating new physical blocks for components
they chose, and they will be creating new constraint blocks for analysis. These can be
saved in the component library for future reuse, so over time, the component library
can grow and contain more ”plug and play” blocks. Eventually, the component library
should have a variety of components for each subsystem to choose from, and there

should be analysis blocks to tailor depending on the mission’s requirements.
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There are also some gaps in the Reference Architecture that can be tackled by
other researchers in the future. For example, this current iteration focuses on verifying
subsystem level requirements with hardware tests, but most mission level or system
requirements are not properly accounted for. This was due to the specific requirements
of the Spacecraft Design Sequence at AFIT, but additional functionality can be built
in to verify requirements at the mission or system level for teams who have a need for
that information. Furthermore, only minimal risk functionality has been provided.
Currently, a user can assign a risk level to a requirement, but there is no place to

describe that risk or risk mitigation steps.

5.5 Final Thoughts

This research used the Object Oriented Systems Engineering Method with SysML
to create a CubeSat Reference Architecture. While originally intended to be used by
students at AFIT in their Spacecraft Design Sequence, the model can be tailored to
be used by other teams that have similar goals.

This research delivered a variety of helpful tools for teams to use that makes their
modeling efforts easier. Auto-populating tables and matrices, a library of parts and
value properties to choose from, analysis patterns to tailor, and document generators
will save time and hopefully improve the quality of CubeSat models going forward.
Reports will also be more consistent and standardized according to stakeholder pref-
erence, and the work spaces provided encourage teams to use the model for storing
all relevant data and analysis. Most importantly though, this Reference Architecture
is cementing MBSE practices in teams who have limited experience with modeling

tools, better preparing them for the future of spacecraft design.
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